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Abstract
In this work we address the problem of performing an error-tolerant prefix search on a 
set of string keys. While the ideas presented here could be adopted in other applications, 
our primary target application is error-tolerant query autocompletion. Tries and their vari-
ations have been adopted as the basic data structure to implement recently proposed error-
tolerant prefix search methods. However, they must require a lot of extra memory to pro-
cess queries. Burst tries are alternative compact tries proposed to reduce storage costs and 
maintain a close performance when compared to the use of tries. Here we discuss alterna-
tives for adapting burst tries as error-tolerant prefix search data structures. We show how to 
adapt state-of-the-art trie-based methods for use with burst tries. We studied the trade-off 
between memory usage and time performance while varying the parameters to build the 
burst trie index. As an example, when indexing the JusBrasil dataset, one of the datasets 
adopted in the experiments, the use of burst tries reduces the memory required by a full trie 
to 26% and increases the time performance to 116%. The possibility of balancing mem-
ory usage and time performance constitutes an advantage of the burst trie when compared 
to the full trie when adopted as an index for the task of performing error-tolerant prefix 
search.

Keywords Query processing · Error-tolerant · Autocompletion · Trie

1 Introduction

In this work we address the problem of performing an error-tolerant prefix search on a 
given set of string keys. Let Σ be an alphabet. A string q is a sequence of Σ symbols. We 
use |q| to denote the length of q, q[i] to denote the i-th symbol of q, starting at 1, and 
q[i..j] to denote a sub-string of q starting at position i and ending at position j. Let p and 
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q be two distinct strings composed of the symbols in Σ . We say that p is a prefix of q if 
p=q[1..|p|] . When p is a prefix of q, we say that there is an exact prefix match between 
p and q.

When searching allowing errors, we need to define a metric to measure the distance 
between two compared strings p and q. Here we adopt the well-known edit distance, 
where the number of errors, or distance, is given by the minimum number of insertions, 
removals or substitutions of symbols needed to transform p into q. The number of errors 
to accept a match becomes a parameter. When the edit distance between p and q equals 
� , we say that p matches q with � errors. If p matches with � errors to any prefix of a 
string q, we say that there is an error-tolerant prefix match with � errors between p and 
q.

Given the above concepts, we can now explain the problem addressed here. Let p be 
a string and let Q={q1,… , qn} be a set of strings to search for. The error-tolerant prefix 
search problem addressed here is to find all strings qi ∈ Q such that there is an error-toler-
ant prefix match between p and qi with a maximum number of errors �.

There are a variety of practical applications where an error-tolerant prefix search can 
be useful, such as query autocompletion and spelling correction. Our study is motivated 
by the application of error-tolerant query autocompletion, which is an essential and ubiq-
uitous feature in the interaction between the user and the input interface of modern search 
engines  (Smith et  al., 2017; Wang & Lin, 2020; Tahery & Farzi, 2020; Krishnan et  al., 
2020; Kang et al., 2021). It can be seen as a specialized instance of the more general query 
suggestion problem, where suggestions need to be selected instantly based on the prefix 
queries generated as the user types (Chen et al., 2020). Figure 1a shows an example where 
the user has typed the prefix query “note”, and the system suggests possible queries that 
match it.

Error-tolerant query autocompletion can also be seen as a mechanism to help users spell 
difficult queries or correct typos when the user is writing a prefix query. An example of a 
search system that allows error-tolerant query autocompletion is shown in Fig. 1b, where 
the user receives suggestions “notebook dell”, “notebook samsung”, “notebook gamer”, 
“notebook acer” and “notebook lenovo”, all of which matching the misspelled typed prefix 
query “notebok”.

When searching in a system that allows query autocompletion, users may submit prefix 
queries containing typos that can result in unsatisfactory or even empty query suggestion 
results in an exact search system. Because of this, recent works have proposed error-toler-
ant prefix search algorithms for such applications (Chaudhuri & Kaushik, 2009; Ji et al., 
2009; Li et al., 2011; Xiao et al., 2013; Deng et al., 2016; Zhou et al., 2016; Qin et al., 

(a) (b)

Fig. 1  Examples of query autocompletion using a exact prefix search and b error-tolerant prefix search
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2019). In this particular application, the searched string can be large. For instance, one of 
the datasets adopted in our experiments contains more than 23 million strings.

Solutions that adopt indexes based on tries (Fredkin, 1960) are among the most success-
ful ones. Despite their popularity and effectiveness, tries may require more memory space 
than the searched string set itself. To reduce the storage costs while maintaining good per-
formance, Heinz et al. (2002) proposed a data structure called burst trie. Here we propose 
and study the use of burst tries to implement error-tolerant prefix search. We show that 
such an approach results in a competitive alternative to perform error-tolerant prefix search 
on large sets of strings, since it yields a reduction in the memory usage for query process-
ing when compared to using full tries, while achieving a similar query processing time 
performance. Furthermore, the approach can be easily adopted for a large set of trie-based 
error-tolerant prefix search methods.

We study three different heuristics to burst containers when creating burst tries. The first 
heuristic, which we call Minimum Container Depth (MCD), limits the minimum depth of 
containers in the burst trie, while the second heuristic limits the maximum number of ele-
ments in each container. The second heuristic was proposed by Heinz et al. (2002) and is 
referred to here as Maximum Container Keys (MCK). We also study as a third heuristic the 
combination of MCD and MCK and present experiments showing that the studied alterna-
tives produce a considerable reduction in memory usage for processing error-tolerant pre-
fix search, while keeping the time performance close to that achieved by the full trie.

As a complementary study, we also investigate alternative ways to build tries used to 
perform error-tolerant prefix search, proposing a simple but effective way to organize trie 
nodes in memory when building the index. Existing algorithms usually work by inserting 
nodes into the tree one key at a time, a strategy we call DFS building. Here we experiment 
with another index building strategy, we call BFS building, where nodes are inserted level 
by level, rather than key by key. It requires the trie keys to be known in advance, since it 
requires the insertion of nodes to occur one level at a time. Also, nodes need to be sorted 
by the keys before insertion. We argue and experimentally show that this strategy, when 
applicable, can considerably reduce query processing times. Such gain is achieved because 
the BFS index building strategy favors breadth-first search (BFS) in the trie nodes, which 
is adopted by many of the previously proposed trie-based error-tolerant prefix search algo-
rithms  (Chaudhuri & Kaushik, 2009; Ji et  al., 2009; Li et  al., 2011; Deng et  al., 2016; 
Zhou et al., 2016). Importantly, this performance improvement is achieved without requir-
ing any changes to the query processing algorithm. In our experiments, using BFS when 
processing prefix queries with � = 3 was more than twice as fast as using the DFS building 
strategy.

Our contributions can be summarized as follows:

• We discuss and evaluate the application of burst tries in error-tolerant prefix search 
tasks.

• We investigate the impact of building the trie using a BFS index building strategy as 
an alternative to the more intuitive DFS strategy for trie nodes allocation. Although it 
requires the keys to be sorted, we show that BFS, when applicable, can reduce query 
processing times.

• We present experiments to verify the impact of using our ideas in practical scenarios 
applied to two distinct datasets adopted in previous studies and to a real-case dataset 
extracted from an online search service.
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The rest of this paper is organized as follows. Sect.  2 presents the problem we have 
addressed, reviews the related work, and presents some definitions necessary to understand 
our proposed strategies and methods. It focuses on trie-based error-tolerant prefix search 
algorithms in the literature, including a brief description of the state-of-the-art BEVA algo-
rithm. Sect. 3 presents basic concepts about tries and search operations on them. Sect. 4 
presents our discussion about how to use burst tries as indexes to perform error-tolerant 
prefix search. Sect.  5 presents a discussion about practical implementation issues, espe-
cially a discussion about BFS and DFS trie building strategies. Sect.  6 presents experi-
ments performed with the alternative burst tries implementation studied here and a com-
parison of their performance with representative baselines data structures. Finally, in 
Sect. 7, we present our conclusions and possible directions for future research.

2  Background and related work

Krishnan et al. (2017) define a set of query autocomplete modes based on how the char-
acters already typed by the user are matched with the dataset of query suggestions. Each 
mode may result in different completions being presented. The taxonomy includes mode 
1, where a prefix match is performed between the characters already typed by the user and 
each complete query suggestion in the dataset. Mode 2, where a prefix match is performed 
word by word. As a result, the system has a set of matches for each word already typed 
by the user, and the final suggestions are selected based on these sets. Mode 2 may, for 
instance, show only results that match all words already typed or use a ranking function to 
select the best results. Mode 3 also parses the query into words, but it allows the matching 
between the words at any position, so does not restrict the results to prefix matches.

Matching allowing errors could be applied to extend all the 3 initial modes (Krishnan 
et al., 2017). The choice of a mode is a design decision, since each mode may bring posi-
tive aspects and also negative aspects to the solution. As an example, Krishnan et al. (2017) 
describe that mode 3 allows finding a match between the query “gam rone” and the sug-
gestion “game of thrones”. At a first glance it seems to be nice, but it might not be a good 
match and the decision depends on the user’s interest. For instance, the Google1 search 
engine gives “gamerone” or “gam ronex” as suggestions for the string “gam rone”, and 
these might be better than “game of thrones”. The discussion above shows that all modes 
might be useful and interesting. This evidences that query autocompletion systems might 
be, for instance, implemented as a combination of distinct modes.

The discussion about how to implement error-tolerant prefix search using compact trie 
representations presented here is useful for modes that perform prefix search, especially 
modes 1 and 2 when allowing errors. We stress that the error-tolerant prefix search is just 
a small part of the query autocompletion systems. This is especially true when processing 
the search using mode 1, where the prefix search is performed over a smaller set of strings, 
the vocabulary containing the distinct words found in the dataset of suggestions, and where 
each word of the vocabulary is associated with an inverted list. In mode 2 the processing 
of the inverted lists not only may take more space than the vocabulary, but is also more 
expensive, see for instance the work of Gog et al. (2020) as an example of query autocom-
pletion system that adopts mode 2.

1 visiting the site http:// www. google. com, January 12th, 2022.

http://www.google.com
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Besides the matching mode adopted, autocompletion systems usually do not show all 
the matches to their users, which raises the necessity of providing a ranking to select the 
top results. Ranking can be, for instance, computed based on features such as frequencies 
of suggestions in the documents indexed by the system, click counts in the suggestions, 
number of errors in match mode 1, number of errors in match mode 2, information about 
the user who is typing the query and so on. Furthermore, when computing the ranking and 
the top results, the methods could apply pruning strategies to accelerate the computation of 
results. We neither discuss ranking strategies nor pruning strategies here but leave them as 
a future work.

Query autocompletion has been frequently studied in literature.  Grabski and Schef-
fer (2004) studied the query autocompletion problem and proposed a retrieval model to 
select sentences to be shown to users from the ones that might complete the prefix query 
already typed. Bast and Weber (2006) (see also Bast et al. (2008)) proposed the Hyb data 
structure, a method to perform autocompletion in mode 2, processing queries word by 
word.   Bast et  al. (2021) show how to achieve autocompletion for SPARQL queries on 
very large knowledge bases. They do not mention error-tolerant prefix search algorithms in 
their work, but it could be impacted if using the data structures studied here for fast error-
tolerant prefix search.

 Nandi and Jagadish (2007) also studied the query autocompletion problem at the level 
of a multi-word phrase called mode 1, instead of completing words. They introduced a 
data structure named FussyTree to select autocomplete phrases for a given prefix. They 
introduce the concept of a significant phrase, which is used to demarcate frequent phrase 
boundaries from the possible suggestions. They have not implemented an error-tolerant 
prefix search.

Besides efforts to improve the efficiency of query autocompletion methods, there has 
been also much attention in the literature to improve the quality of results. Smith et  al. 
(2017) carried out a detailed user study that shows the value of query autocompletion in 
shorter sessions and higher retrieval performance. Tahery and Farzi (2020) investigated the 
impact of customizing features related to time, location, context, and demographic features 
in this application. Kang et  al. (2021) studied the problem of generating suggestions for 
query autocompletion, proposing a framework employing an n-gram language model at 
a subword-level to generate suggestions for prefixes not seen in the past. Cai and de Rijke 
(2016) proposed a learning to rank-based approach where features derived from homolo-
gous queries and semantically related terms are adopted to improve ranking quality. Cai 
and de Rijke (2016) also presented a detailed survey about query autocompletion in infor-
mation retrieval.

When looking to the literature about error-tolerant prefix search methods applied to 
query autocompletion, several approaches  (Chaudhuri & Kaushik, 2009; Ji et  al., 2009; 
Li et al., 2011; Deng et al., 2016; Zhou et al., 2016; Qin et al., 2019) adopt tries (Fredkin, 
1960), or their variations, as the search indexing structure. Typically, these methods trav-
erse the trie using breadth-first search (BFS) and produce a list of results for each character 
typed by a user when submitting a prefix query. These methods maintain a set of active 
nodes that are associated with trie nodes and obtained with a match that supports a given 
error limit � . Several algorithms proposed in the literature use this approach and differ from 
each other by the strategy to maintain the set of active nodes.

Chaudhuri and Kaushik (2009) and Ji et al. (2009) proposed trie-based solutions that 
incrementally maintain a set of active nodes associated with the trie nodes. The meth-
ods process the matches using the trie as an automaton, activating or deactivating its 
nodes while processing the matches. For instance, when applying this method to query 
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autocompletion, each character typed by the user might be processed as an input to 
update the list of active nodes. After updating the active nodes list for an already typed 
prefix, the result can be reported by taking all the leaf nodes that can be reached from 
the active nodes in the trie, and the list of active nodes can be used to update the results 
when a new symbol is added to the prefix query, as the user continues to type. While 
both methods use the same general strategy,  Chaudhuri and Kaushik (2009) propose 
to partition all possible queries at a certain length into a limited number of equivalent 
classes (via reduction of the alphabet size) and previously compute the resulting active 
nodes for all these classes before. This strategy is a pre-computation step to quickly start 
the autocompletion and reduces the cost of maintaining the list of active nodes.

The number of active nodes can be extremely high when performing error-tolerant 
prefix search, which can slow down the search process. The subsequent research in the 
topic focused on reducing this number without impacting the final set of results.   Li 
et  al. (2011) proposed ICPAN, an alternative trie-based method to reduce the number 
of active nodes maintained by the method in  Ji et al. (2009). This reduces memory con-
sumption and query response time by only considering the subset of active nodes with 
the last characters being neither substituted nor deleted.

In another effort to reduce the costs for computing active nodes, Deng et al. (2016) 
proposed META, which features the ability to support top-k query matches. Deng et al. 
(2016) designed a compact tree index to maintain the active nodes to avoid the redun-
dant computations that occur in previous methods.

 Zhou et al. (2016) propose BEVA, another trie-based method that uses an even more 
efficient evaluation strategy for the active nodes, which speeds up query processing by 
entirely eliminating ancestor–descendant relationships among active nodes. The key 
idea is to store the edit vector values of each active node, which allows them to store a 
minimal set of active nodes required to perform the edit distance computation, the so-
called boundary active nodes. BEVA is the algorithm adopted in our study about how to 
perform efficient error-tolerant prefix search on burst tries, and we thus better detail it in 
the next section.

 Hu et al. (2018) proposed a trie-based method that allows combining location aware 
and error-tolerant query autocompletion. Wang and Lin (2020) extended the ICPAN  (Li 
et al., 2011) method and propose a method called AutoEL to support error-tolerant loca-
tion-aware query autocompletion. The error-tolerant feature is enabled by applying the edit 
distance to evaluate the textual similarity between a given query and the underlying data, 
while the location-aware feature is taken by choosing the k-nearest neighbors. Like ICPAN, 
AutoEL is a trie-based method and can take advantage of the ideas we propose in this 
paper.

Trie is a fast data structure and represents a good alternative for building error-toler-
ant query autocompletion systems, but is also space-intensive. To reduce the storage costs 
while keeping a good performance of tries, Heinz et al. (2002) proposed a data structure 
referred to as burst trie. Burst tries are collections of small data structures, called con-
tainers, that are accessed via a conventional trie, called access trie. Searching involves 
using the initial characters of a query string to identify a particular container, then using 
the remainder of the query string to find a record in the container.  Heinz et  al. (2002) 
have experimented alternative data structures to store information on each container and 
reported that using a binary search tree was a competitive alternative.

Several researches in literature have previously shown that taking care of cache hier-
archy may largely improve the performance of algorithms that deal with tries and burst 
tries.  Acharya et  al. (1999) present cache-efficient algorithms for trie search. They use 
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different data structures (partitioned-array, B-tree, hashtable, vectors) to represent different 
nodes in a trie. They also adapt to changes in the fanout at a node by dynamically switching 
the data structure used to represent it.

Inspired by the success of previous work that explored the cache hierarchy to improve 
the performance of tries, we here include in our contributions a discussion about how to 
build tries and burst tries in a cache-friendly approach designed specifically for the error-
tolerant prefix search. We discuss the application of burst tries as a possible data structure 
for processing error-tolerant prefix search. Burst tries were originally developed to provide 
fast exact dictionary matches. We here discuss alternative burst heuristics and container 
storage data structures for applying burst tries as indexes for error-tolerant prefix search.

Part of our study was focused on finding efficient ways of implementing the tries and 
burst tries. Issues on the efficient implementation of tries have been studied in the literature 
since they were first proposed  (Fredkin, 1960).  Morrison (1968) proposed the Practical 
algorithm to retrieve information coded in alphanumeric, or Patricia trie. In summary, a 
Patricia trie is a trie where the symbols are represented in bits, becoming a binary tree, and 
where the nodes represent only the positions where the keys differ from each other. As a 
result, Patricia tries considerably reduce storage costs, at a price of increasing the computa-
tional cost for search in the data structure when compared to a conventional trie.

 McCreight (1976) introduced the compact versions of a trie that we name here as com-
pact prefix trees (CPT), and that are also known as prefix trees, or tries or compact suffix 
trees (Clark, 1998). The compact prefix tree reduces the storage requirement of a regular 
trie by removing the degree one node. Nodes containing just one child have this child col-
lapsed to them. Edge labels of a compact prefix tree represent a sequence of characters, 
while edge labels in the trie represent just one character. Notice this change increases the 
storage cost of each node, but on the other hand, it substantially reduces the number of 
nodes of the compact prefix tree compared to the trie. In this paper, we present experiments 
comparing implementations of error-tolerant prefix search, both with tries and compact 
prefix trees.

When a trie or any of its variants is used to index distinct suffixes of the indexed strings, 
it can be called a suffix tree. These structures usually index all the possible suffixes of each 
indexed string, becoming space expensive. Compact versions are even more important 
when creating suffix trees. Manber and Myers (1993) introduced a representation to rep-
resent a suffix tree that stores all the suffixes in an array, referred to as a suffix array. This 
data structure was also created in a parallel research  (Gonnet et al., 1992). It is a sorted 
array of all the suffixes of a string. Abouelhoda et al. (2004) present a detailed discussion 
about how to use suffix arrays as a substitute to several applications of suffix trees.

Several works in literature have discussed how to use suffix arrays for performing error-
tolerant string search. The algorithms usually break the search string into consecutive and 
non-overlapping sub-strings named as n-grams. Exact matches between the n-grams of the 
search string and the suffixes indexed are used to detect matches with errors between the 
whole searched string and text positions (Navarro et al., 2000, 2005).

 Darragh et al. (1993) proposed the Bonsai trie, a trie representation where the nodes 
are maintained in a compact global structure, a hash table, that stores all the nodes of the 
trie. This allows a reduction in the space required to store each trie node. Darragh et al. 
(1993) discuss all iterations of implementing tries and compare to their implementation 
using a global hash. Here we adopt the idea of creating a global data structure to both 
reduce storage costs and accelerate the access to trie nodes.

Besides the compact representation, other efficient implementation of tries are dis-
cussed in several contexts of applications in the literature, including name lookup in 
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networks  (Ghasemi et  al., 2018; Xie et  al., 2017), general database and dictionary 
search  (Bender et al., 2002; Binna et al., 2018) and bioinformatics  (Holley et al., 2016), 
among others. However, we have not found specific related work discussing efficient trie 
building for optimizing query autocompletion tasks. As we show here, we can considerably 
speed up the query autocompletion search when taking into account specific characteristics 
of such an application when building the trie.

Other recent work has also proposed compact and efficient trie variations, but none of 
them addressing error-tolerant prefix search. Belazzougui et al. (2010) and Jansson et al. 
(2015) presented compact trie variations to produce fast and compact data structures to 
allow fast exact prefix match in dynamic environments, with special attention to tries 
adopted in efficient implementation of online Lempel Ziv text factorization Ziv and Lem-
pel (1977).

Kanda et  al. (2020) use a technique called path decomposition to construct cache-
friendly tries that are compact and fast. Path decomposition compresses the trie by modify-
ing its structure by first choosing a root-to-leaf path in the original trie and then associating 
this path with a root of a new trie. They describe how to perform an exact string search in 
their structure, while we are interested in performing error-tolerant prefix search.

3  Tries as indexes for string search

Tries are search trees in which the keys are usually strings with symbols from a predefined 
alphabet Σ , where each character of the string is stored as a label on an edge. In a trie, 
each path from the root to a leaf represents a string. Consider a dataset of example con-
taining strings {“autobus$”, “autonomy$”, “book$”, “auto_off$”, “cat_dog$”, “cattail$”, 
“cattle$”, “cat_food$”}, with ‘$’ used to indicate end of string and ‘_’ representing a blank 
space, illustrated in Table 1.

An example of a trie containing these strings can be seen in Fig. 2. For convenience, we 
have numbered the nodes in the figure just for illustrative purposes and these numbers are 
not part of the structure. The trie starts with a root node, and since there is no edge on such 
an initial node, it represents an empty string. Each string inserted has a unique path repre-
senting it in the trie. For instance, the string “cattle” is represented by the path containing 
the nodes numbered as 3, 6, 9, 13, 21 and 28 in Fig. 2.

Table 1  Sample dataset ID String

1 autobus$
2 autonomy$
3 auto_off$
4 book$
5 cat_dog$
6 cattail$
7 cattle$
8 cat_food$
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3.1  Exact prefix search in tries

When searching for an exact prefix match in a trie, we start from the root node and fol-
low the path defined by the prefix searched. We say that a node which represents a match 
at each step of the prefix search is an active node. For instance, when searching for prefix 
“ca” using the trie presented in Fig. 2, we start at node 0, an active node that represents a 
match between the empty prefix search and the dataset. Then go to node 3 after processing 
‘c’, and to node 6 after processing ‘a’, finishing the search at node 6. We say that node 6 
is activated by the prefix query “ca”, and may keep this information when performing an 
incremental search, so that when the user adds a new letter to the prefix, the search can be 
incrementally continued from the active node 6. Notice that the search can be performed 
incrementally by storing previous active nodes of user searches, or started from the begin-
ning if the previous active nodes list is not available.

Fetching is the task of processing the list of active nodes to get the list of string results 
of the search (Zhou et al., 2016). The fetching traverses the trie to find all the leaves that 
can be reached from the active nodes. Notice that fetching may be a costly operation in the 
search process when there are large numbers of matches or active nodes to the prefix query.

3.2  Error‑tolerant prefix search in tries

To better understand recent error-tolerant prefix search methods, we first present a well-
known method to compute the edit distance between two strings p and q (of lengths n and 
m, respectively). As explained in Zhou et al. (2016), this is a dynamic programming algo-
rithm that fills in a matrix M of size (n + 1) ⋅ (m + 1) . Each cell M[i, j] stores the edit dis-
tance between the prefixes of lengths i and j of the two strings, respectively. The cell values 

Fig. 2  A trie containing the 8 
strings of our sample dataset
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can be computed in one pass in row-wise or column-wise order based on the following 
recurrence equation:

where �(x, y) = 0 if x = y , and 1 otherwise. The boundary conditions are M[0, j] = j and 
M[i, 0] = i . In the example below, to obtain the distance between the words “mid” and 
“main”, just take the value of the position cell M[n − 1,m − 1] . The time complexity to 
calculate is O(n ⋅ m).

 Ukkonen and Wood (1993) observed that the edit distance can be computed by repre-
senting only the elements in the k-diagonals of the matrix, where k ∈ [−�, �] and � is the 
maximum edit distance allowed. These values are stored in the so-called edit distance vec-
tors. Given two strings of size m and n, the time complexity to compute the edit distance is 
O(� ⋅ min(n,m)).

Recently proposed error-tolerant prefix search methods explore the general idea of com-
puting the edit distance. However, as computing the edit distance between each pair of 
strings at a time would be too expensive to provide real-time search results, they usually 
adopt an index to simultaneously compute the edit distance between the prefix query typed 
and the whole set of strings in the dataset.

In our study, we adopt BEVA (Zhou et  al., 2016), one of such methods, as the basic 
algorithm for performing error-tolerant prefix search on burst tries.

The algorithm starts with the root node as being an active node, and only this node is 
active up to when the prefix query p has more than � characters already typed by the user 
( |p| > 𝜏 ). The method then computes and stores the new set of boundary active nodes after 
each character typed. The current list of boundary active nodes becomes inactive whenever 
a new character is added to the prefix query p. A scan in each of their children in the trie 
is performed to compute their respective edit vector values. Each child is then classified 
according to the value of the edit vectors found as follows:

• terminal - when the node is inactive and has no chance to activate other nodes.
• inactive - when the node does not represent a match, but its edit vector value indicates 

that one of its children has a chance of being active.
• active - when the node is inserted in the new list of boundary active nodes for the prefix 

query.

Nodes classified as inactive have their children recursively scanned, repeating the process 
until finding either active or terminal nodes in all paths derived from it. As matches can be 
found for paths of sizes from |p| − � to |p| + � , the recursive process may continue up to 
2� + 1 levels in the trie. After finishing this computation, the updated list of active nodes 
can be used both to compute the answer to the current typed prefix and as the seed to com-
pute the new list of active nodes when the user types a new character.

BEVA also features a way of quickly updating the edit vector values by using a data 
structure named edit vector automaton (EVA). EVA supports computing all the possible 
valid values of the edit vectors and all possible transitions between them for each possible 
given input scenario. As a result, it can be used to quickly update the edit vectors of active 
nodes when traversing the trie to compute error-tolerant query autocompletion results.

As the other algorithms that search on tries allowing errors, BEVA search performs a 
breadth-first search (BFS) traversal to find a list of nodes that represent matches between the 
prefix searched and the dataset, limiting the results to a given maximum number of errors 

M[i, j] = min(M[i − 1, j − 1] + �(p[j], q[i]),M[i − 1, j] + 1,M[i, j − 1] + 1),
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� . The root node is the only node activated in BEVA for prefixes smaller than or equal to � . 
When processing symbols at positions greater than � , for each symbol processed, the algo-
rithm takes the list of current active nodes, and checks for descendant nodes that match the 
prefix when adding this new symbol, creating a new list of active nodes with them. The list of 
current active nodes is then replaced by the new list found. After processing all the symbols 
from the prefix searched, the final list of active nodes is then used to fetch the strings from the 
dataset that match the query. Table 2

To better illustrate how BEVA traverses a trie, consider a search in our sample dataset using 
the trie presented in Fig. 2. Consider a search task allowing 1 error and the prefix query “cut”. 
The set of active nodes achieved when applying BEVA is presented at Table 3. When starting 
the search, the root node becomes active for the first symbol ‘c’, since we allow 1 error in our 
example. When processing letter ‘u’, the algorithm takes the list of current active nodes, only 
node 0 of Fig. 2, and checks for descendant nodes that match the prefix after processing ‘u’. 
Notice that after processing ‘u’ the root node will no longer be active. Nodes 3 and 4, which 
represent matches with keys starting with ‘c’ and “au” are activated, indicating that there is 
a match between all keys found in their respective subtrees and the prefix query “cu”. When 
processing letter ‘t’, the algorithm checks for descendants of nodes 3 and 4 to see what nodes 
will be activated, getting as a result only nodes 7 and 9, indicating a match between “cut” and 
all keys starting with “aut”, represented by node 7, and “cat”, represented by node 9. The step-
by-step query processing was illustrated in Table 3.

Notice that BEVA updates the list of active nodes at each symbol processed from the prefix 
query, performing a BFS-style traversal on the trie to do so. Other researches in literature have 
proposed trie-based error-tolerant prefix search that traverses the trie in a BFS order, includ-
ing Ji et al. (2009); Li et al. (2011); Deng et al. (2016); Hu et al. (2018); Wang and Lin (2020). 
The differences among these methods are in the number of active nodes at each step. BEVA is 
the one that activates fewer active nodes among them and Zhou et al. (2016) show that the set 
of active nodes maintained by BEVA at each step is minimal.

Table 2  Dynamic programming 
matrix when computing edit 
distance between “main” and 
“mid”

0 1 2 3
� m i d

0 � 0 1 2 3
1 m 1 0 1 2
2 a 2 1 1 2
3 i 3 2 1 2
4 n 4 3 2 2

Table 3  Query processing in 
BEVA method to prefix query 
“cut” in our sample dataset

Prefix query Active node set

∅ {0}
c {0}
cu {3, 4}
cut {7, 9}
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4  Error‑tolerant prefix search using burst tries

Here we discuss alternatives to implement the error-tolerant prefix search with burst tries. 
The idea is to view each burst trie container as a tree rooted by the node pointing to it in 
the access trie. This tree representation is virtual, without the need of specifically using 
it as the actual data structure to store the keys in the containers. With this representation, 
the search is performed by initially traversing the access trie, and continuing the process-
ing in this virtual tree whenever it reaches a container. This simple representation has the 
advantage that tree-based search methods, such as BEVA, can be easily adapted to be used 
over burst tries, with the advantage of saving space when compared to a full trie repre-
sentation. On the other hand, the representation presents redundant nodes when compared 
to a full trie, which can slow down the query processing. We discuss this trade-off in the 
experimental section and show that the proposed strategy leads to competitive methods, 
with marginal loss in time performance and a reduction in memory usage when compared 
to using full tries.

4.1  Burst heuristics studied

In our study, we investigate three burst heuristics used when creating the burst tries for 
error-tolerant prefix search:

minimum container depth (MCD): The first heuristic studied is to establish a minimum 
level for containers in burst tries. The idea is that by keeping longer paths in the access trie, 
we can speed up the query processing. The exception, of course, are the keys that contain 
fewer symbols than the MCD parameter, which are stored in containers at a depth deter-
mined by their sizes. Notice that when used alone, this heuristic actually produces burst 
tries with all containers set to the given minimum level. When combined with other heuris-
tics, the complementary heuristic can, however, create containers at levels higher than the 
MCD. Figure 3 shows how the sample dataset presented in Table 1 is represented in a burst 
trie using the minimum container depth set to 3. Notice that in this case the number of ele-
ments in each container is not limited. This should be tuned to be large enough to allow the 
search to process a large portion of queries traversing the access trie nodes, speeding up the 
query processing. On the other hand, it must be small enough to allow a significant reduc-
tion in the total amount of memory used by the resulting burst trie. In the experimental 
section, we investigate this trade-off between memory usage and time performance for this 
parameter.

Fig. 3  Example of a burst trie 
with the minimum container 
depth (MCD) set to 3
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Regarding the query processing costs, notice that MCD does not limit the maximum 
number of strings in a container. Given this unbounded association, its worst case would 
be when all strings in the dataset are concentrated in a single container. Consider, for 
instance, a situation where all keys in the dataset have equal value in the first 30 sym-
bols, a very unusual situation, and searched prefix also has length 30 and matches all 
keys. In this case, the number of elements in a container at any chosen MCD value less 
than 30 would be equal the number of keys in the dataset. Thus, the number of virtual 
nodes in the search would be O(n), where n is the number of keys in the dataset. This 
provides a worst case scenario for the MCD. In practice, the keys inserted are expected 
to be different from each other, and the number of nodes, and virtual nodes, processed 
by BEVA when using a MCD tends to become close to the number processed when 
using the full trie.

Maximum container keys (MCK): The second heuristic studied is to limit the number 
of keys in each container, this heuristic was already proposed by Heinz et al. (2002). Here 
we study how the trie-based algorithms behave when varying the maximum number of 
keys allowed in each container (MCK). The lower the threshold value, the closer the burst 
trie is to a full trie, reducing the differences in query processing times between the full trie 
and the burst trie. On the other hand, a reduction in MCK also brings the burst trie’s store 
costs closer to those required for a full trie. Figure 4 shows an example of a burst trie for 
the sample dataset when using MCK value set to 3. Notice that the access trie in this case 
contains 4 nodes.

One of the motivations for the adoption of the MCK heuristic is to reduce the computa-
tional cost in the worst case when compared to the use of MCD. MCK better controls the 
redundancy added when searching in the virtual trees of the containers. Given a value of 
MCK set to � , and assuming that BEVA activates O(A) nodes when searching for a prefix 
in the full trie created for a dataset, it would activate at most O(A ⋅ � ) nodes in the burst trie 

Fig. 4  Example of a burst trie 
limiting containers to 3 elements

Fig. 5  Example of a burst trie 
with MCD set to 3 and MCK 
also set to 3
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built with the MCK heuristic for the same dataset. As the parameter � can be considered as 
a constant, the asymptotic limit to the number of active nodes can be considered as O(A), 
presenting the same computational complexity obtained when running BEVA over the full 
trie.

Combining MCD and MCK (MCD+MCK): The third combines the two heuristics 
(MCD and MCK) to produce a new burst criterion based on them. In this case, we limit 
the containers to only occur at a specified minimum depth, and we also limit the maximum 
number of elements in each container. An example using the two heuristics combined is 
shown in Fig. 5.

4.2  Viewing containers trees

The crucial observation that allows us to adapt burst tries to trie-based error-tolerant prefix 
search algorithms presented here is to see the content of each container C as a tree con-
nected to the burst trie. This view has a root node that connects the container elements to 
the access trie, the edge between this root node and the access trie is labeled with the same 
symbol as the edge that connects the container to the access trie. Also, this view includes 
a path in the tree for each string of C. Given a string q from C, a node at level 1 of the tree 
is connected to the root of the container with an edge labeled with q[1]. Similarly, in this 
view a node at level 2 of the tree is connected to node of level 1 with an edge labeled as 
q[2]. Generalizing this idea, each node at level j of our tree view, j > 1 , is connected to the 
node of level j − 1 with an edge labeled with q[j].

We refer to this tree view as virtual tree, as we do not actually build or store this tree 
when building the burst trie. We only use this view when performing error-tolerant prefix 
search and its nodes are represented on demand when activated by the search algorithm. 

Fig. 6  Example of a burst trie 
limiting containers to 3 elements 
and representing the content in 
the containers as virtual trees
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For the same reason, we also name the nodes in the proposed view as virtual nodes. Notice 
that if multiple strings in the container have the same value of q[1], starting with the first 
equal symbol, we view a virtual node for each of them, adding redundancy to our view. 
Also, any data structure can be used to store the elements of the container and, so the burst 
trie does not need to be modified to use BEVA and allow error-tolerant prefix search. In the 
following section we present a detailed discussion about how we implemented our tries and 
burst tries.

Figure 6 shows an example to illustrate the burst trie visualization presented in Fig. 4. In 
the example, only nodes from 0 to 3 are real nodes of the access trie. In the burst tries, the 
container root is inserted as special leaf node that connect the container to the access trie, 
and the root node of a container represents the entire container in the burst trie.

When looking to Fig. 6, node 4 represents the root node of the container. This container 
contains the suffixes {“uto_off$”, “utobus$”, “utonomy$”}. Node 6 is connected to the root 
by the edge labeled with ‘u’, the first position of string “uto_off$”, node 10 is connected to 
node 6 by an edge labeled with ‘t’. The same procedure is adopted for each of the remain-
ing letters of “uto_off$” and also to view the remaining content of the container as a tree.

When processing queries with BEVA, the algorithm maintains and updates a list of 
so-called active nodes after processing each letter of the searched prefix. In BEVA this is 
implemented as a list of pointers to real trie nodes when processing the query. When using 
BEVA with a burst trie, they are pointers to the nodes of the access trie until we reach 
a root of a container, which is also an allocated node of the burst trie. When pointing to 
virtual nodes, we we point to the positions of the strings in the container (virtual nodes), 
instead of pointing to real nodes. So there is no extra space to store the virtual tree in the 
operation.

For example, if we processing a prefix “aut” using BEVA with exact match, we start 
with node 0 activated. That means that BEVA keeps a pointer to node 0 in the list of active 
nodes. After processing letter ‘a’, the leftmost container root node is activated and a pointer 
to node 4 is inserted in the list of active nodes. When processing letter ‘u’, the first letter of 
the container, we activate all virtual nodes connected to node 4 and this is done by request-
ing all the strings that start with ’u’ in the container. We insert pointers to the first position 
of “uto-off$”, “utobus$” and of “utonomy$” in the list of active nodes. These pointers are 
then used by BEVA to continue processing the query. The pointers can then be used to 
check whether or not these nodes activate their children, as we can get the next letter of 
each string just by adding 1 to each pointer. Thus, these pointers are used to traverse the 
virtual tree without allocating extra space to represent its nodes.

In summary, the only change is that instead of pointing to a real trie node (a memory 
address of a trie node), BEVA active nodes can now point to real nodes as well as virtual 
nodes, pointing to a position of an element (a string) in the container in this second case.

As another example to show how to process queries that allow errors, Table 4 presents 
the nodes activated in the search for the prefix “cut” allowing 1 error. At the beginning, 

Table 4  Query processing using 
the BEVA method with MCD-
MCK to prefix query “cut” in 
a burst trie containing virtual 
nodes

Prefix query Active node set

∅ {0}
c {0}
cu {6, 7, 8, 1}
cut {10, 11, 12, 3}
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only node 0 is activated. After processing “c”, only node 0 is still activated. After process-
ing “cu”, nodes 6, 7, 8 and 1 will be activated by a search using BEVA, and results will 
include all strings from the dataset in their subtrees. After adding the letter ‘t’ to form the 
prefix “cut”, nodes 10, 11, 12 and 3 are activated. This example is useful for illustrating 
how we adapt trie-based algorithms to perform search on burst tries. We can see that the 
search now activates more nodes as we add some redundancy to the tree by adding the 
virtual nodes. As we have show in the experiments, this redundancy does not have much 
effect on the query processing time, while the use of burst tries can significantly reduce the 
space needed to store the index. We reinforce with the given example that the virtual nodes 
are never allocated and no extra tree is built to represent the elements of the container 
when processing a prefix query with BEVA.

5  Efficiency issues

In this section we discuss possible alternatives to efficiently implement the error-tolerant 
prefix search methods using tries and their variations discussed in the previous sections. 
First, we consider a way to reduce the cost of fetching results when processing queries. 
The proposed optimization technique requires the dataset to be static, which means that 
no insertions or removals are allowed before a complete index rebuild. Second, we discuss 
alternative trie building solutions that are available when the dataset is static.

5.1  Reducing fetching costs

An alternative way to reduce the fetching cost is to assume that the string dataset has been 
sorted previously, which is acceptable for static datasets. In this case, the strings repre-
sented by each node can be stored in consecutive positions in the dataset, and we can keep 
the initial and final position of elements in the dataset, their occurrence interval, or just 
range or interval, associated with each node as information to avoid traversing the subtree 
when fetching the results. This idea has already been adopted by other works in literature 
when dealing with tries in scenarios where the dataset is static. See for instance Pibiri and 
Venturini (2017), and also see the work of Gog et al. (2020), which studies the use of this 
idea when implementing a query autocompletion system. Fig. 7 shows the trie containing 
range information for our sample dataset.

Storing the dataset in a sorted lexicographical order restricts the insertion and removal 
of trie keys and can be prohibitive for some applications. Here we assume that this is not 
a severe restriction to autocomplete systems, our target application, especially because the 

Fig. 7  Burst trie with MCD set to 
3 and MCK also set to 3 with the 
range information to each node 
and container in the burst trie to 
our sample dataset
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burst trie building is a quite fast process that can be periodically executed. For instance, 
the index building process takes just about one minute for the datasets we adopted in our 
experiments.

In addition to the advantage of reducing the fetching times, the use of range informa-
tion can also be useful to make the burst trie representation even more compact, because 
instead of storing the strings in the container, we can represent them by storing only the 
range of keys in a container, and use this range information to get quick access to con-
tainer elements directly in the dataset. For instance, when reaching the leftmost container 
in Fig. 7, we find a range 1 − 3 , which means that the first three strings of the dataset are 
stored in the container.

5.2  BFS index building

We can also create the trie nodes, or burst trie, in a cache-friendly arrangement by consid-
ering the dataset as static and pre-sorted in lexicographical order. In this section, we study 
alternative strategies for inserting keys into trees used as indexes in error-tolerant prefix 
search methods to achieve this goal.

Like other tree data structures, tries can be traversed using depth-first search (DFS) or 
breadth-first search (BFS). Error-tolerant prefix search algorithms that use tries, such as 
BEVA (Zhou et al., 2016) or ICPAN (Li et al., 2011), perform BFS as they need to find 
a new set of answers for each symbol typed by the user. Zhou et al. (2016) discussed an 
alternative implementation that uses DFS to traverse the trie and speed up situations where 
a user types a prefix query too fast, e.g., when the prefix query is pasted into the search 
box, but this is not the most common case. Furthermore, their experiments have showed 
that even in these specific cases, the DFS BEVA was only slightly faster. We assume that 
BFS is adopted as the default search strategy if we consider a user typing one character at 
a time.

Fig. 8  Memory organization of nodes of distinct levels in a trie when building the index using the DFS and 
the BFS approaches. For illustrative purposes, nodes were labeled according to their levels in the trie
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On the other hand, given a certain dataset, the order in which keys are inserted into the 
trie determines the physical position of their nodes in memory, which in turn can impact 
the search performance. This impact is due to caching effects on the memory hierarchy. 
When building a trie, the most natural way to inserting keys is to create all the nodes neces-
sary to represent a key once that key is inserted. We call this approach DFS index building, 
because the nodes are inserted in an order that resembles the DFS.

The DFS approach has an important side effect: nodes at the same depth are inserted 
noncontiguously, which can slow down BFS query processing due to the effects of cach-
ing on the memory hierarchy. This phenomenon is illustrated in Fig. 8, where we compare 
how the trie nodes are created by inserting keys using the DFS approach and using the 
BFS approach. In this figure, we can see that the most natural way of inserting keys into a 
trie, which resembles a DFS, tends to spread the nodes of equal depth in the trie across the 
memory used by the data structure. While this behavior is obvious, it is usually not consid-
ered a problem, since a search for an exact key in a trie is also performed in a DFS order.

However, the error-tolerant prefix search algorithms access the trie nodes one level at 
a time, which means that this access will not be contiguous unless the trie index build-
ing approach also creates the nodes in the same order. The relative distance in terms of 
memory allocation of nodes at the same depth may increase with the number of nodes 
inserted in the trie. As a result, nodes at a same depth may span different levels in the cache 
system, and the BFS used for query processing is likely to produce a high rate of cache 
misses. Algorithms based on the DFS approach are likely to create a data structure that is 
not cache-friendly for error-tolerant prefix search applications, that is, that does not take 
advantage of the cache system.

To address this issue, we present an alternative approach to building index trees for 
error-tolerant prefix search that inserts all keys in parallel. We call this approach BFS index 
building, whose goal is to reduce the relative distance of nodes at the same depth in terms 
of memory allocation. In BFS we start by inserting the first character of all keys in the 
dataset, then we insert the second character and so on. As a result, the nodes at each depth 
become contiguous in memory, creating a more cache-friendly data structure. At the end of 
the process, the position of the trie nodes in memory is sorted by their depths, as illustrated 
in the lowest vector in Fig. 8. We show in the experiments section that this simple proce-
dure has a great impact on the time performance of the query autocompletion task.

6  Experiments

This section presents the experiments we carried out to evaluate the performance of query 
completion systems using BEVA as the error-tolerant prefix search algorithm and the burst 
tries with the three burst heuristics studied, as well as comparing them with the use of dif-
ferent trie data structures in the context of error-tolerant prefix search. We executed all the 
experiments on a machine with an Intel Xeon E5-4617 processor (2.90 GHz), 64 GB of 
RAM memory. The machine cache sizes are as follows: L1d of 32 KB, L1i of 32 KB, L2 of 
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256 KB, L3 of 15,360 KB. The operating system is Ubuntu 18.04.1 LTS. The algorithms 
were implemented in C++ and compiled using gcc 7.4.0.2

6.1  Experiments setup

6.1.1  Datasets

We present experiments to evaluate the performance of the studied data structures and 
algorithms using three distinct datasets. Most of the experiments are reported using a query 
autocompletion suggestion dataset extracted from JusBrasil.3 We also report results using 
two synthetic datasets adopted in previous research articles, DBLP4 and UMBC.5 JusBra-
sil6 is a Brazilian law-tech company that provides a vertical search service for their users. 
The query suggestions for JusBrasil contains 23, 374, 740 items and 648, 264 logs of prefix 
queries submitted to their autocompletion system. It contains the prefixes typed by their 
users before issuing the queries to the JusBrasil search engines. The query autocompletion 
system of JusBrasil receives a query whenever the user types a symbol in the prefix given 
in the search box. Table 6 presents details of the JusBrasil dataset.

Table 5 presents two examples of prefix queries and suggestions that belong to JusBrasil 
and DBLP datasets. The first example for the JusBrasil dataset is “indubio pro”, a prefix 
for a query that writes the words “in” and “dubio”, with the wrong spelling with a single 
error. This is quite a common error present in the query autocompletion log of JusBrasil. 
The prefix matches with one error with “in dubio pro reu”, one of the alternative sugges-
tions most clicked by the users, and that matches with the prefix with 1 error. In the second 

Table 5  Examples of prefix queries and suggestions of JusBrasil and DBLP datasets

Dataset Prefix queries Suggestions

JusBrasil 1. indubio pro 1. in dubio pro reu
2. viajem durante 2. viagem durante atestado medico

DBLP 1. infprmation reti 1. information retrieval model for crime investigation
2. he design and sim 2. the design and simulation of beam pumping unit

Table 6  Statistics about query 
suggestions and prefix queries 
typed by users in the JusBrasil 
dataset

File Size (bytes) Items Avg item len

Query suggestions 633,078,803 23,374,740 27.0
Prefix queries 12,189,441 648,264 18.8

2 https:// github. com/ vdber gg/ burst tries- for- autoc omple tion.
3 Jusbrasil can make its dataset available for experiments. Send an email to datasets@jusbrasil.com.br for 
further instructions.
4 https:// dblp. uni- trier. de/ faq/ How+ can+I+ downl oad+ the+ whole+ dblp+ datas et, dataset release dblp-
2019-04-01.xml.
5 https:// ebiqu ity. umbc. edu/ resou rce/ html/ id/ 351/ UMBC- webba se- corpus
6 http:// www. jusbr asil. com. br.

https://github.com/vdbergg/bursttries-for-autocompletion
https://dblp.uni-trier.de/faq/How+can+I+download+the+whole+dblp+dataset
https://ebiquity.umbc.edu/resource/html/id/351/UMBC-webbase-corpus
http://www.jusbrasil.com.br
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example of prefix, the word “viajem durante” is wrongly spelled by the user, and we show 
the correct suggestion that would match the prefix with just 1 error.

The suggestions contain possible complete sentences available for the query autocom-
pletion. The prefix queries contain only the prefixes typed by the users when interacting 
with the search box. For some queries, the user types only a small prefix of the query he/
she intends to send, gets the suggestion from the JusBrasil query autocompletion system, 
and then clicks on a suggested option. For others, the query autocompletion suggestions 
are not selected by the user for any of the prefixes typed by him/her. Notice that the system 
changes the suggestion set for each new letter typed by the user in the search box. The user 
may also submit a query directly to the JusBrasil search engine without selecting any of the 
suggestions, as in other search systems available on the Web. The prefix queries described 
in Table 6 always contain the longest (that is the last) prefix typed by the user before select-
ing a suggestion or submitting a query directly to the search engine without selecting a 
prefix. We can see that the average prefix size is about 18.8 characters, while the average 
query suggestion size is 27.0. The suggestions are both extracted from query logs and from 
the law-tech dataset, including names of people and companies found in the dataset and 
also topics suggested by specialists in the area.

Table 7 shows the importance of performing an error-tolerant prefix search when per-
forming query autocompletion in the JusBrasil dataset. To evaluate such importance, 
Table 7 presents the percentage of matches between query suggestions selected (clicked 
on) by users when typing a prefix query in the JusBrasil system when varying the number 
of errors allowed in this match. These experiments show the importance of allowing errors 
in the system. This is possible because JusBrasil already allows errors in its query auto-
completion system.

As shown in Table 7, if the query suggestion does not allow errors, it would provide in 
its set of results only 72.05% of the suggestions clicked on by the users in JusBrasil. This 
match percentage increases with the number of errors allowed. The increase in the number 
of matches is high from 0 to 1 error, and from 1 to 2 errors. From 2 to 3 errors, the match 
percentage does not increase that much. The conclusion of these results is that the intro-
duction of errors has a large impact on the capacity of the system to suggest correct que-
ries. Of course, even with exact match, the autocompletion system needs to apply a ranking 
function to select the best results for the users. The ranking functions, the possible features 
adopted in the ranking, and the possible pruning strategy that may be adopted for selecting 
the best prefixes are not in the scope of this research. However, the methods described here 
will form the basis for implementing the query autocompletion systems.

Although there are some large query logs publicly available, it is hard to find good 
public datasets with real query logs for performing experiments with query autocomple-
tion applications, with information, for instance, about the size of prefixes typed by a user 
before submitting a query, and with actual errors submitted by the users to the system that 
may be fixed by error-tolerant query autocompletion engines. The researches in literature 
that study prefix match in this scenario usually adopt public datasets that contain no logs 
of prefix queries. In such cases, they create a set of queries for the experiments. To avoid 

Table 7  Hit rate (%) for relevant 
queries in the JusBrasil dataset 
as we vary the number of errors 
allowed in the search

Hit rate for relevant queries (%)

� = 0 � = 1 � = 2 � = 3

72.05 87.83 94.33 95.88
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presenting experiments with only the JusBrasil dataset, the only dataset containing real 
query logs that we had available, we have also included two datasets adopted in a previous 
work. For comparison purposes, we created queries using the same strategy described by 
this previous work.

The datasets chosen are DBLP and UMBC, and they were previously adopted in articles 
that studied error-tolerant prefix search methods. We classified them as synthetic, since 
these two datasets do not contain query logs and were neither extracted from a real case 
query autocompletion service. Table 5 presents examples of two prefix queries and sug-
gestions that belong to DBLP. They are useful to show how we generate queries in the syn-
thetic dataset. We may remove, add or substitute symbols at any position of the synthetic 
prefix queries. For instance, we have the prefix query “infprmation reti”, which was gener-
ated from the query suggestion “information retrieval model for crime investigation”. In 
this case, we can see that the character ‘o’, was substituted by character ‘p’ (in fact it could 
be any character) and the last character ‘r’, was deleted from “retri”.

DBLP contains about 4.3 million computer science publication records. For the experi-
ments, we adopted only the title of each publication. DBLP was adopted in the experiments 
presented by Chaudhuri and Kaushik (2009); Ji et al. (2009); Li et al. (2011); Xiao et al. 
(2013); Qin et al. (2019). UMBC7: The UMBC WebBase Corpus is a dataset containing a 
collection of English paragraphs with over three billion words processed from the Febru-
ary 2007 crawl of the Stanford WebBase project. UMBC was adopted in the experiments 
presented by Zhou et al. (2016); Qin et al. (2019). Table 8 presents detailed statistics about 
two datasets. In all cases, we have removed duplicated items from the datasets.

While these two synthetic datasets are not real case query autocompletion collections, 
we use them as complementary experiments since they were previously adopted in the 
literature. For each synthetic dataset, we created 1,000 queries using the same procedure 
adopted in a previous work that adopted them to perform experiments with query autocom-
pletion methods. Using this approach we create an experimental environment that is close 
to the ones adopted in the previous work. We followed a procedure adopted by  Chaud-
huri and Kaushik (2009), which extracted 1,000 items from the dataset to be used as the 
base for the prefix queries and randomly introduced errors in these items. For each edit 
distance threshold tested, we generate a set of queries including the randomly generated 
errors. Experiments with distinct prefix sizes are performed by extracting the prefixes from 
these queries.

Queries from these datasets were not extracted from a query log and neither simulate 
any particular distribution of errors in a query log. However, while the methodology for 
creating the queries does not guarantee a reproduction of user behaviors when interacting 
with a real case autocompletion dataset, the inclusion of these two datasets is important 
because they have been used for experiments in previous articles.

Table 8  General statistics about 
the synthetic datasets adopted in 
the experiments

Dataset Size (bytes) Items Avg 
item len 
(bytes)

DBLP 334,999,905 4,378,548 76.5
UMBC 17,427,838,773 38,449,902 453.2

7 https:// ebiqu ity. umbc. edu/ resou rce/ html/ id/ 351/ UMBC- webba se- corpus.

https://ebiquity.umbc.edu/resource/html/id/351/UMBC-webbase-corpus
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6.2  Indexing alternatives studied

We have completely implemented the BEVA (Zhou et al., 2016) method that is among the 
best algorithms proposed to be used with tries.8 BEVA was adopted as the algorithm in the 
comparison among the studied data structures, including the variations of burst tries, the 
full trie and the CPT.

We have experimented with data structures studied here in two distinct scenarios. The 
first one considers that the dataset can be previously sorted and that no insertions or dele-
tions of keys will be performed between index rebuilding tasks. We name this scenario as 
static, and use all the optimizations we studied for static index building on it, including 
the range representation and the BFS index building described in Sect.  5. We also con-
sider that the dataset is lexicographically sorted, so we can use ranges by position of the 
items. The second scenario is to consider that insertions or deletions of items are allowed, 
and the dataset may be changed before a complete index rebuilding. This second scenario 
does not allow the use of optimizations described in Sect. 5, and so the fetching step was 
implemented with a traversal of the subtrees of the nodes where the matches occur to find 
all the suggestions that match the query. We name this second scenario as dynamic. It does 
not allow the range representation and the BFS index building described in Sect. 5. In the 
dynamic scenario we adopted linked lists to represent the elements in the container.

We experimented with three heuristics for the burst process, applying the minimum 
container depth (MCD); the maximum container keys (MCK); and the combination of 
them (MCD-MCK). Besides the burst trie methods, we also have experimented the use of 
BEVA with full tries and compact prefix tries (CPT). The CPT method was included in the 
experiments, as it is known for being an alternative compact trie representation. It is also 
adopted in previous articles that implement error-tolerant prefix search algorithms (Zhou 
et al., 2016).

Finally, we also have included experiments with suffix arrays. We stress that suffix arrays 
have not been adopted in recent previous work that studied error-tolerant prefix search in 
the context of query autocompletion applications. However, we have decided to include 
them in the experiments for comparison purposes, since they are a data structure applied 
to approximate string matching problems. We adopted another algorithm when using the 
suffix array data structure to perform error-tolerant prefix search, since we found no time-
efficient alternative to adapt it to BEVA. We applied an n-gram approach, as described 
in Navarro et al. (2000, 2005).

In this approach, the suffix array indexes all positions of all suggestions in the data-
set. Given a prefix query p, it is divided into � + � consecutive and non-overlapping sub-
strings (the n-grams), � being the number of errors allowed and � being a parameter to 
be calibrated according to the application. An exact match search for the occurrences 
of each n-gram of the prefix p is performed to find suggestions in the dataset that have 
potential matches with p. Suggestions that match with at least � n-grams of p are consid-
ered as potential matches. Let pos(b,q) be the position where a sub-string b starts within a 
string q, assuming that q contains b. Matches with an n-gram g that occur in p at position 
pos(g,p) are filtered according to the matching position of g at each suggestion qi . A sug-
gestion qi is accepted as a potential match only if g occurs in qi at position pos(g,qi) , such 

8 We have validated the performance and correctness of our BEVA source code by comparing it to the 
original binary code provided by Zhou et al. (2016). Results indicate our implementation is even faster than 
the binary code provided.
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that pos(g,p) − � ≤ pos(g,qi) ≤ pos(g,p) + � . We have experimented with values of � in pre-
liminary experiments and have chosen � as 1, which means we minimize the number of 
n-grams and maximize their size. The algorithm finishes with a sequential prefix match 
between p and each potential match to confirm or not the match.

6.2.1  Evaluation trie building optimizations

We performed experiments to compare the impact of the optimizations we proposed for the 
static scenario, comparing the time performance of the trie building with and without the 
optimizations proposed. We report in this section experiments with full trie and using only 
the JusBrasil dataset, since conclusions were similar when comparing versions of CPT and 
burst tries with and without the optimizations proposed.

Table  9 shows the results of the experiments. We report the processing time and the 
fetching time separately. The processing time is the time taken to find the set of active 
nodes. The fetching time is the time taken to get the query suggestions from the set of 
active nodes. In the remaining experiments of this article we will present the time for pro-
cessing queries without separating the fetching times.

The fetching times reported in these experiments consider that the algorithm fetches 
only up to 10,000 results. We separated the fetching time to better illustrate the advan-
tage of using the range optimization. It considerably reduces the fetching times, espe-
cially for queries allowing more errors. For instance, when � = 3 , the fetching time for the 

Table 9  Average prefix query processing and fetching times (ms) per query in the JusBrasil dataset when 
using BEVA, varying the full trie index version

Methods Avg processing and fetching time per query (ms)

� = 1 � = 2 � = 3

Processing Fetching Processing Fetching Processing Fetching

dynamic 0.16 0.095 2.24 0.184 19.48 0.316
± 0.001 ± 0.0043 ± 0.0122 ± 0.0062 ± 0.0934 ± 0.0083

range+DFS 0.14 0.003 2.13 0.008 19.01 0.015
± 0.0008 ± 0.0001 ± 0.0116 ± 0.0002 ± 0.0914 ± 0.0003

range+BFS 0.11 0.004 1.35 0.008 9.15 0.015
± 0.0006 ± 0.0001 ± 0.0067 ± 0.0002 ± 0.0476 ± 0.0003

Table 10  Average fetching times 
(ms) per item retrieved in the 
JusBrasil dataset when using 
BEVA, varying the full trie index 
version

Methods Avg fetching time per item (x10−3ms)

� = 1 � = 2 � = 3

dynamic 0.416 0.401 0.475
± 0.005 ± 0.006 ± 0.008

range+DFS 0.226 0.206 0.216
± 0.004 ± 0.005 ± 0.006

range+BFS 0.233 0.192 0.158
± 0.005 ± 0.004 ± 0.004
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range+DFS was only 0.015 milliseconds, while the fetching time in the dynamic version 
was 0.31 milliseconds, more than 20 times slower than range+DFS.

Notice that the trie building strategy considerably affects the performance of the prefix 
match. In case of range optimization, the gain is restricted to a reduction in the fetching 
times. The gain when adding BFS optimization is a natural consequence of better using the 
memory hierarchy.

Both range+DFS and range+BFS were developed for the static scenario. BFS organizes 
the nodes of the same depth contiguously, and in the same order in which BEVA traverses 
them. The gain of adding this optimization increases with the edit distance threshold � , 
since the number of nodes to be traversed in each depth level of the trees also increases with 
� , providing an advantage to BFS trie building. Achieving better performance for higher 
values of � is important because these are the most expensive queries for autocompletion.

We emphasize that the algorithm for processing queries is exactly the same when using 
all the experimented versions.

The fetching time values presented in Table 9 shows the average fetching time per query. 
The reader may also be interested in knowing the fetching performance of the methods by 
item fetched, this number is presented in Table 10, where we can see the relative perfor-
mance when comparing is almost the same as the ones achieved when reporting the aver-
age fetching time per query. The relationship does not change much because the number of 
fetched item does not change when switching from one method to another.

To better understand the reasons for the difference in performance achieved by the 
BFS and DFS index building strategies, we investigated the hypothesis of better using 
the cache memory system. The results confirmed our hypothesis. To illustrate this issue, 
in Table 11 we present the number of cache misses when processing queries in the Jus-
Brasil dataset for � = 3 . Data were obtained with the CacheGrind program.9 It simulates 
a machine with independent first-level instruction and data caches and a unified second-
level cache. As the misses in instruction cache were virtually the same when comparing 
range+BFS and range+DFS strategies, we present only the data cache results (D1 and 
DL). The CacheGrind simulated cache adopted has D1 cache size of 32 KB, block size of 
64 bytes, and is 8-way associative and DL cache size is 15,360 KB, block size 64 bytes and 
is 30-way associative.

When comparing the results using tries, we can see a reduction of 24.5% at D1 and 
28.5% at DL in the average number of cache misses, being a considerable decrease in the 
number of cache misses. While the gain achieved by range+BFS over range+DFS strategy 
depends on the machine’s hardware cache strategy and configuration, still the experiments 
are useful to illustrate the potential benefits of using the BFS strategy for building the tries 
and the burst tries.

Table 11  Average cache misses 
per prefix query in the JusBrasil 
dataset for �=3

Methods Memory cache misses

D1 DL

range+BFS 2,757,363,310 2,294,981,511
range+DFS 3,657,308,594 3,211,465,633

9 https:// valgr ind. org/ docs/ manual/ cg- manual. html.

https://valgrind.org/docs/manual/cg-manual.html
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We have performed similar experiments to assert the impact of the optimizations in 
CPT performance as well as in the burst trie performance. Conclusions were similar to the 
ones achieved with the full trie, with the range+BFS version being the faster one. We have 
decided to not report these comparison of results, since conclusions were similar to ones 
achieved for the full trie. Given the gain in the performance yielded by the range+BFS 
optimizations, we adopt this index building strategy in the remaining experiments for full 
tries, burst tries and CPTs.

6.2.2  Burst trie parameters selection

We start by discussing the parameter selection for burst tries and name the variations as 
MCD, MCK and MCD-MCK. We adopted a procedure for choosing the parameters using a 
separate set of 200 queries to study the effects of parameter variation in the performance of 

Fig. 9  Trade-off between time performance (ms) and memory usage (MiB) when processing queries with 
BEVA in JusBrasil dataset with data structures MCD with values varying from 6 to 10, MCK with values 
varying from 10 to 200 and MCD-MCK with MCD values 6, 8 and 10 and MCK varying also from 10 to 
200

Table 12  Selected parameters 
for BEVA using MCD, MCK 
and MCD-MCK heuristics in 
JusBrasil dataset

Method Parameters

MCD 9
MCK 30
MCD-MCK (MCD,MCK) (8, 120)
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the trie building strategies and analyze the relationship between time and memory usage. 
The parameter selections are presented just for the JusBrasil dataset. We have also per-
formed the same parameter selection procedure for the other two collections and conclu-
sions about the relative performance of the methods are essentially the same. We decided to 
only show results in JusBrasil to avoid too much redundant information, and also because it 
is the only real case query autocompletion dataset we adopted in this study.

We studied the MCD values varying from 6 to 10. For MCD values smaller than 6 the 
time achieved was too high and for values higher than 10, the memory usage was also too 
high. Then we have decided to not plot them. We also studied the MCK parameter, varying 
it from 10 to 200. For MCD-MCK we experimented with the same ranges of values used 
for both MCD and MCK.

Results are presented in Fig. 9. We report the variation in time for processing queries 
and memory usage as we vary the parameters.

Based on the results, we selected the parameters for each heuristic and dataset to 
be adopted in the remaining experiments. In all cases, the parameters were chosen by 
taking a value that provides a good trade-off between memory requirement and time 
performance, taking the points closer to the origins in both axes. We notice that other 
criteria or methodologies could be used to select the parameters. For instance, a test 
in a production system could lead designers to reach the maximum performance of the 
methods. Furthermore, the results indicate that such selection would not represent a 
challenge in practical applications. The parameters selected in our experiments to be 
adopted in the JusBrasil dataset are presented in Table 12 and marked in bold in Fig. 9.

Table 13  Processing time (ms) and memory usage (MiB) when using BEVA combined with MCD, MCK 
and MCD-MCK to process prefix queries in the JusBrasil dataset

Methods MEM (MiB) Time (ms)

� = 1 � = 2 � = 3

MCD 1,302.8 0.76 ± 0.004 2.88 ± 0.008 12.7 ± 0.029
MCK 1,282.1 0.2 ± 0.001 2.89 ± 0.015 21.84 ± 0.101
MCD-MCK 1,278.3 0.16 ± 0.001 1.65 ± 0.01 10.86 ± 0.066
dynamic-MCD 5,666.1 3.51 ± 0.119 23.88 ± 0.251 138.85 ± 0.837
dynamic-MCK 3,979.9 2.7 ± 0.013 29.43 ± 0.102 112.24 ± 0.392
dynamic-MCD-MCK 4,174.8 1.37 ± 0.009 21.99 ± 0.092 118.4 ± 0.419

Table 14  Processing time (ms) and memory usage (MiB) when using BEVA combined with MCD-MCK 
(set to 8 and 120, respectively), full trie, CPT and suffix array in the JusBrasil dataset

Methods MEM (MiB) Time (ms)

� = 1 � = 2 � = 3

MCD-MCK 1,278.3 0.16 ± 0.001 1.65 ± 0.01 10.86 ± 0.066
full trie 4,912.7 0.13 ± 0.001 1.53 ± 0.013 9.34 ± 0.026
CPT 1,820.1 0.23 ± 0.001 2.63 ± 0.008 18.82 ± 0.050
suffix array 7,470.0 38.09 ± 5.587 338.21 ± 21.103 1590.41 ± 58.597
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Table 13 presents the time performance and memory consumption of each variation 
of burst trie experimented using the parameters selected when running prefix queries 
for JusBrasil. In this table we report both the dynamic scenario, with the burst trie 
indexes being built without optimizations and the static scenario, when we adopt both 
optimization strategies. The strategy MCD-MCK achieved a better combination of 
time performance and memory usage for JusBrasil in both scenarios. This table is also 
useful to reinforce the differences in time performance between the methods with or 
without the optimizations proposed here. We also compared the heuristics when using 
DBLP and UMBC datasets, and conclusions about the best option were the same. We 
decided to not show these comparisons to avoid presenting redundant information. 
Given the results, MCD-MCK is the option chosen for comparing our burst trie imple-
mentations in the remaining experiments.

6.3  Comparing burst trie with other trie representations

In this section we compare the studied data structures, including the burst trie with 
MCD-MCK heuristics, full trie, the compressed prefix trie (CPT) and the suffix array, 
when processing queries with the JusBrasil dataset. Burst trie using MCD-MCK heuris-
tic was adopted with the best parameters found in the previous section. Table 14 shows 
the query processing time achieved by each compared data structure when processing 
queries in the JusBrasil dataset, varying the number of errors from 1 to 3. Each prefix 
query adopted is submitted exactly as typed by JusBrasil users. Values reported repre-
sent the cumulative time of each character in the prefix query to obtain the final results. 
The times are reported with a confidence interval using 99% of confidence. We present 
for these experiments the time and memory required when using the alternative data 
structures combined with the BEVA algorithm, since it minimizes the number of active 
states when processing queries.

We noted that MCD-MCK greatly reduced the memory requirement when compared 
to full trie and CPT, being the method that required less memory usage. MCD-MCK 
used only 26.0% of the memory requirement of full trie, while it was 16.27% slower. In 
addition, the query processing times in MCD-MCK are twice as fast as the times in the 
CPT method when considering the most expensive query option of allowing 3 errors. 
Compared to CPT, MCD-MCK was not only faster, reducing the time by about 42.29% , 
but also reducing the memory requirement to only 70.23%.

This positive result occurs because the BEVA algorithm traverses quite a minimized 
set of nodes that, after being visited, do not require to be maintained, reducing the over-
head of creating redundant nodes when processing our virtual tree representation of con-
tainers. The most important conclusion is that MCD-MCK, a variation of burst trie with 
range optimization and BFS index building, largely reduced the memory usage while 
keeping the prefix processing times similar to the ones achieved when using the full trie. 
Considering the memory required by MCD-MCK, it becomes an extremely attractive 
alternative for query autocompletion, since it uses far less memory and reaches perfor-
mance close to the full trie when BEVA is implemented with it.

When comparing MCD-MCK to the use of the compact prefix tree (CPTs), it was 
faster for all the experimented scenarios. The time performance difference between CPT 
and MCD-MCK was significant, as was the memory requirement. Another important 
aspect of MCD-MCK is that the confidence intervals achieved are not as high compared 
to those achieved when using the full trie. This result is important, since it shows there 
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is not much variation among prefix query processing times when comparing the use of 
the full trie, indicating that time is expected to be quite stable among distinct queries. 
This conclusion is also important to further validate the parameter selection procedure 
adopted here. As we selected the parameters using a separate set of queries, such stabil-
ity in results contributes to the success of the procedure adopted.

When comparing the performance of the suffix array, which uses an n-gram approach 
for searching, we can see that the time for processing smaller prefixes is prohibitive if 
considering the limit of 100 ms for query autocompletion. The suffix array becomes 
more competitive for larger prefixes, however with a performance worse than the other 
data structures experimented. The suffix array also required far more memory than the 
burst trie with MCD-MCK heuristic and CPT. The n-gram approach required that the 
suffix array pointed to each suffix of each query suggestion present in the dataset, mak-
ing the suffix array demand a large amount of space in memory.

6.3.1  Performance when varying prefix sizes and number of errors

We investigated how the time for processing queries increases when using MCD-MCK 
and the full trie as we increase the query prefix sizes and also as we increase the edit 
distance thresholds ( � ). Fig. 10 presents the results of experiments, varying the prefix 

Fig. 10  Time performance (ms) of BEVA using MCD-MCK (set to 8 and 120, respectively), and full trie 
when processing prefix queries and varying the prefix query size and the number of errors allowed in Jus-
Brasil dataset
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size from 3 to 30 and for edit distance thresholds ( � ) 2, 3, 4 and 5, comparing the per-
formance of MCD-MCK with the full trie in the BEVA method when running the exper-
iment over the JusBrasil dataset. The suffix array was not included given its large differ-
ence in time performance, which would make it difficult to see the comparison among 
the other methods. We can see that the method performance is still comparable to the 
performance of the full trie, and that the times for processing queries do not vary much 
when processing a larger prefix. This result is important because larger prefix queries 
require more access to the virtual nodes, which could have a negative impact in the time 
performance when compared to the full trie. The good performance of the methods even 
for larger prefixes occurs because we expect fewer addition of redundant nodes as the 
query processing method reaches deeper nodes of our burst trie implementations. Most 
of the redundancy added by the methods is in the first levels of the trees containing the 
virtual nodes. This also explains the plateau that we see in Fig. 10.

As was expected, the time performance of the compact trie representations was a lit-
tle worse when compared to the full trie. However, the differences are not so high, and 
do not change much for long prefixes, being almost stable as the prefixes increase from 
size 9 to 30. This is an important finding, especially for the larger prefixes, where MCD-
MCK accesses virtual nodes more frequently. For smaller prefixes, the differences are 
even smaller, since there is not much access to virtual nodes in MCD-MCK. We can see 
that these findings also hold when varying the edit distance threshold. We summarize 

Fig. 11  Processing time (ms) as the number of requests per second increases for � varying from 1 to 3 in the 
JusBrasil dataset
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the results of the experiments concluding that the MCD-MCK method achieves time 
performances close to the use of full tries, while using far less memory in the dataset 
tested.

Finally, when experimenting with an increasing number of errors we can see that the 
performance of the MCD-MCK is degraded for higher error levels. For instance, MCD-
MCK gets almost the same performance as CPT when processing queries with 5 errors. 
Hopefully, queries with higher error levels may not make sense for query autocomple-
tion tasks, since they may bring an increasing number of matches to suggestions that 
may not be related to the user’s intention.

We have also experimented with these variations in prefix query size and edit dis-
tance for the other datasets, but omitted them, since the conclusions are the same, 
with the time performance of MCD-MCK and full trie being close in all experimented 
parameters and collections.

6.3.2  How do methods affect scalability ?

A good question is whether the usage of burst tries static affects the throughput of systems 
to deal with high query workloads or not. We performed experiments with the methods 
submitting queries using Vegeta,10 which is a versatile HTTP load-testing tool built out of 
a need to drill HTTP services with a constant request rate, to compare throughput achieved 
when using each of the data structures compared in this article.

Figure  11 presents the results achieved by BEVA with experimented data structures 
when processing queries with � values 1, 2 and 3. Times reported here include the whole 
server response times, including communication and other related times necessary to pro-
duce the answers. The server was implemented to compute the full set of results, but to 
return only up to 100 results to avoid an excessive increase in communication time. Query 
autocompletion services usually send just the top results to the users for each query prefix, 
this restriction makes the experiment closer to real scenarios.

Fig. 12  Time performance (ms) 
and memory usage (MiB) when 
processing queries with BEVA 
and indexing increasing percent-
ages of the JusBrasil dataset 
(20%, 40%, 60%, 80%, 100%) 
with data structures MCD-MCK 
(set to 8 and 120, respectively), 
full trie and CPT

10 https:// github. com/ tsena rt/ vegeta.

https://github.com/tsenart/vegeta
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An important reference in this experiment is to check when the server response time 
reaches the limit of 100 milliseconds (Miller, 1968) considered acceptable for the autocom-
pletion services. In this experiment, we have also included the best burst trie implemented 
by us for the scenario where the range and BFS optimizations are not allowed, we present 
it as dynamic-MCD-MCK. As shown in Fig. 11, dynamic-MCD-MCK and CPT were the 
first methods to exceed the 100-millisecond limit in the three values of � experimented. 
MCD-MCK and the full trie, on the other hand, supported similar workloads in the three 
scenarios. For instance, when � = 3 the full trie and MCD-MCK were able to process more 
than 350 requests per second with responses below 100 milliseconds, while CPT was able 
to only process less than 200 requests per second. As expected, the suffix array resulted in 
the worse performance among the experimented data structures, and its results for � = 2 
and � = 3 were not plotted because they were far above the limit of 100 milliseconds even 
for smaller workloads.

6.3.3  Performance when increasing the size of the dataset

We have also experimented with the variation of time and memory for MCD-MCK, CPT 
and full trie data structures as we increase the percentage of the JusBrasil dataset indexed 
from 20% to 100%. The suffix array was not included given its large difference in time per-
formance, which would make it difficult to see the comparison among the other methods. 
Fig. 12 shows how the methods behave. While MCD-MCK presents a performance close 
to the full trie, we realized that the ratio between the time for processing queries using full 
trie and time for processing queries using MCD-MCK has slightly increased as we increase 
the amount of data indexed. For instance, when indexing only 20% of the dataset, MCD-
MCK is 12.4% slower than the full trie. This difference increased when indexing larger 
portions of the dataset, becoming 16.27% when indexing 100% of the dataset. The increase 
in differences is however worse when considering CPT, which is 40% slower than the full 
trie when indexing 20% of the dataset, and 101% slower when indexing the full JusBrasil 
dataset. This increase in the differences between the methods should be considered and 
carefully studied when indexing larger query suggestion datasets. We can see in the figure 
that MCD-MCK presents a significant reduction in memory requirements when compared 
to the full trie, while keeping close time performance.

Table 15  Processing time (ms) and memory usage (MiB) to mode word by word when using BEVA com-
bined with MCD-MCK (set to 8 and 120, respectively), full trie, CPT and suffix array when indexing the 
JusBrasil dataset

Methods MEM (MiB) Time (ms)

� = 1 � = 2 � = 3

MCD-MCK 54.4 0.08 ± 0.000 0.91 ± 0.004 4.85 ± 0.029
full trie 196.4 0.09 ± 0.002 0.95 ± 0.016 5.06 ± 0.101
CPT 53.8 0.13 ± 0.002 1.24 ± 0.022 7.05 ± 0.137
suffix array 186.2 1.9 ± 0.107 17.08 ± 0.483 46.74 ± 0.971
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6.4  Comparing trie indexes in mode word by word

The experiments so far considered a scenario where the system performs matches between 
the whole prefix typed by the user and the complete string of each query suggestion, called 
mode 1 in the taxonomy presented by Krishnan et al. (2017), but here we consider it allow-
ing errors. Another possible usage for the data structures compared here is a scenario 
where the match is performed word by word, which is mode 2 of the taxonomy, but here 
also including the possibility of allowing errors.

In this new scenario, we store the vocabulary of the query suggestions containing all 
distinct words in it, and create a list of suggestions associated with each word. Such a list 
points to all query suggestions where the word occurs. The prefix typed by the user is 
parsed and divided into words. The first step is to compute the match between the words 
found in the prefix typed by the user and the words found in the vocabulary. After matching 
the words of the prefix typed to the words in the vocabulary, the system may perform list 
operations, such as intersection or union of suggestions, to find the final set of suggestions 
to be presented to the user. Here we present only the performance of the first step, since we 
are using data structures to perform prefix match operations.

Table 15 presents the results achieved by the compared data structures when performing 
word prefix match in the JusBrasil dataset. Memory usage reported here includes only the 
space adopted to store the vocabulary and the data structure adopted on each experiment, 
not including the size to store the suggestion dataset nor the space required to represent the 
inverted lists associated with each vocabulary entry. The time performance also reported 
only includes the time for performing error-tolerant prefix search on the vocabulary. Each 
word parsed from the prefix is submitted as a prefix search for the system and we get as 
a result the list of words from the dataset to match the words found in the prefix queries. 
Time performance of MCD-MCK was quite close to the times achieved when using full 
tries, and the space required was again several times smaller. Full trie required 196.42 
MiB, while MCD-MCK required only 54.43 MiB. The space required for CPT in this sce-
nario was slightly smaller than MCD-MCK, while its time performance was slightly worse. 
We may say both CPT and MCD-MCK provide a good trade-off between memory usage 
and time performance when implementing word prefix search for the JusBrasil dataset. 
(Table 16).

The time performance of the suffix array was also fairly worse than the other data struc-
tures in this scenario, but the times obtained for all error levels are quite small when com-
pared to the limit of 100 milliseconds usually adopted for query autocompletion systems.

6.5  Experiments with DBLP and UMBC datasets

Tables 17 and 18 present the results achieved when processing the queries with the syn-
thetic datasets DBLP and UMBC when varying the number of errors and the prefix sizes. 
Table 16 presents the parameters chosen for the MCD-MCK on these two datasets. The 

Table 16  Selected parameters 
for BEVA using MCD-MCK in 
DBLP and UMBC datasets

Method Datasets

DBLP UMBC

MCD-MCK (MCD,MCK) (10, 200) (8, 200)
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parameter selection followed the same procedure we described to select the parameters for 
the method when processing the JusBrasil dataset.

We can see from the results presented both for DBLP and UMBC that the relative perfor-
mance of the methods is compatible with the conclusions for experiments with the JusBrasil 
dataset. Again MCD-MCK introduces a useful alternative balance of time performance and 
required memory space. We noticed that we were not able to run full trie for processing the 
UMBC dataset, since it required more memory than we had available in our server (more 
than 64 GiB), while the MCD-MCK was able to process queries by using just about 18 
GiB (18, 194 MiB). Furthermore, MCD-MCK was more than 7 times faster than CPT when 
processing queries of UMBC, being also faster than CPT when processing queries of DBLP. 
Finally, regarding the performance of the suffix array, we can see in these experiments that it 
might become more competitive in time performance only for � = 1 and for larger prefixes. 
The algorithm adopted for processing queries with the suffix array becomes more efficient 
as we increase the size of the searched prefix. However, this is a property that is not conveni-
ent for query autocompletion systems, where the systems usually start to search for sugges-
tions just after a few words, for instance 3 or 4, are typed by the user.

7  Conclusion

We have proposed and studied alternative ways of using burst tries for implementing error-
tolerant prefix search using the trie-based algorithm BEVA. The alternatives proposed 
are able to reduce memory consumption, while keeping a performance close to the ones 
achieved when using the full trie. When processing the JusBrasil dataset, the burst trie with 
MCD-MCK heuristics, was able to process queries with performances only 16% slower 
than the full trie index when implemented with BEVA, while yielding a significant reduc-
tion in memory usage, reducing it to almost one-fourth of the space required by the system 
using the full trie. MCD-MCK was also faster than CPTs in most of the experiments, even 
when using parameters that resulted in less memory usage than CPTs. A general conclu-
sion is that the idea of using virtual nodes in tries can produce a good balance between effi-
ciency and memory consumption, being a competitive alternative for implementing error-
tolerant prefix search algorithms.

We also studied the impact of two optimizations when implementing the tries, namely, 
the range optimization and the BFS optimization. BFS optimization produces cache-
friendly structures for processing query autocompletion, since they organize the index in an 
order that matches the one adopted by trie-based search algorithms, such as BEVA. Com-
pared to the current DFS index building, we verified that BFS yielded a significant gain in 
time performance when processing queries for all scenarios and collections tested, being 
an alternative to be considered when designing autocompletion systems.

For future work, we plan to study alternative ways of using CPT trees combined with 
burst tries, considering the use of the CPT as the access trie in burst trie implementations. 
This direction brings several challenges, including alternative ways of combining the burst 
heuristics to the CPT. Further, the access trie is already a compact data structure when 
compared to the size of the dataset, and CPT has been shown to be slower than full trie, 
which may limit the potential benefits of this idea. A second future work will be to study 
the impact of the proposed ideas when implementing ranking and pruning functions for 
query autocompletion methods. The combination of pruning strategies with the burst trie 
implementations proposed here may result in time performances even closer to the ones of 
full tries, since pruning strategies may significantly reduce the access to nodes in deeper 
levels of the trie, making the performance of the full tries and burst tries closer.
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