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Abstract We study the behavior of simple principal pivoting methods for the
P-matrix linear complementarity problem (P-LCP). We solve an open problem of
Morris by showing that Murty’s least-index pivot rule (under any fixed index order)
leads to a quadratic number of iterations on Morris’s highly cyclic P-LCP examples.
We then show that on K-matrix LCP instances, all pivot rules require only a linear
number of iterations. As the main tool, we employ unique-sink orientations of cubes,
a useful combinatorial abstraction of the P-LCP.
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1 Introduction

The third author of this paper still vividly recollects his visit to Victor Klee at the
University of Washington (Seattle) in August 2000.
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We had a memorable drive in Vic’s car from the hotel to the math depart-
ment. Vic skipped all the small talk and immediately asked: “Do you think that
the simplex method is polynomial?” I still remember how awkward I felt to be
asked this question by the very person who had provided the first and seminal
insights into it. My (then as now quite irrelevant) opinion shall remain between
Vic and me forever.

The seminal work referred to above is of course the 1972 paper of Klee and Minty
entitled “How good is the simplex algorithm?” [19]. It deals with the number of
iterations that may be required in the worst case to solve a linear program (LP) by
Dantzig’s simplex method [9], which was at that time the only available practical
method. Klee and Minty exhibited a family of LPs (now known as the Klee—Minty
cubes) for which the number of iterations is exponential in the number of variables
and constraints.

Dantzig’s specific pivot rule for selecting the next step is just one of many con-
ceivable rules. The question left open by the work of Klee and Minty is whether there
is some other rule that provably leads to a small number of iterations. This question
is as open today as it was in 1972.

Nowadays, the simplex method is no longer the only available method to solve
LPs. In particular, there are proven polynomial-time algorithms for solving LPs—
Khachiyan’s ellipsoid method [18] and Karmarkar’s interior point method [17]—that
are based on techniques developed originally for nonlinear optimization. It is still
unknown, though, whether there is a strongly polynomial-time algorithm for solving
LPs, that is, a polynomial-time algorithm for which the number of arithmetic opera-
tions does not depend on the bit lengths of the input numbers.

The P-Matrix Linear Complementarity Problem In this paper we are concerned
with pivoting methods for the P-matrix linear complementarity problem (P-LCP),
a prominent problem for which neither polynomial-time algorithms nor hardness re-
sults are available.

In general, an LCP is given by a matrix M € R"*" and a vector ¢ € R", and the
problem is to find vectors w, z € R" such that

w—Mz=q, w,z>0, wlz=0. )

It is NP-complete to decide whether such vectors exist [7, 20]. However, in a
P-LCP, M is a P-matrix (meaning that all principal minors are positive), and then
there are unique solution vectors w, z for every right-hand side g [30]. The problem
of efficiently finding them is unsolved, though.

Megiddo has shown that the P-LCP is unlikely to be NP-hard. For this, he con-
siders the following (more general) variant: given M and ¢, either find w, z that
satisfy (1), or exhibit a nonpositive principal minor of M. NP-hardness of the latter
variant would imply that NP = coNP [23].

There is a different notion of hardness that might apply to the P-LCP as a mem-
ber of the complexity class PPAD [28]. This class has complete problems, and no
polynomial-time algorithm is known for any of them. It has recently been shown
that the famous problem of finding a Nash equilibrium in a bimatrix game is PPAD-
complete [6]. Some researchers consider this to be an explanation as to why (despite
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many efforts) no polynomial-time algorithm has been found so far. Incidentally, this
is the second problem for which Megiddo showed in his technical report [23] that it
is unlikely to be NP-hard. However, it is currently not known whether the P-LCP is
also PPAD-complete.

There are various algorithms for solving P-LCPs, among them the classic method
by Lemke [22] as well as interior point approaches [20, 21]. Still, there is no known
polynomial-time algorithm for P-LCPs. For example, the complexity of interior point
algorithms depends linearly on a matrix parameter « [20] that is not bounded for
P-matrices.

In this work, we focus on combinatorial methods for P-LCPs and in particular
on simple principal pivoting methods that share their essential idea with the simplex
method.

Simple Principal Pivoting Methods Let B C {1,2,...,n},andlet Ap bethe n x n
matrix whose ith column is the ith column of —M if i € B, and the ith column of the
n x n identity matrix 7, otherwise. If M is a P-matrix, then A p is invertible for every
set B. We call B a basis. If Aglq > (0, we have discovered the solution: let

0 ifi € B, A7'g): ifieB,
Zi = ( BQ)z @)

w; = -1 . P
(Az'q)i ifi¢B, 0 if i ¢ B.

If on the other hand Agl g # 0, then w and z defined above satisfy w — Mz = ¢ and
wTz =0, but w, z > 0 fails. In principal pivoting, one tries to improve the situation
by replacing the basis B with the symmetric difference B @ C, where C is some
nonempty subset of the “bad indices” {i : (Aglq)i < 0}. The greedy choice is to let
C be the set of all bad indices in every step. For some P-LCPs, however, this algorithm
cycles and never terminates [27]." In simple principal pivoting, C is of size one, and
a pivot rule is employed to select the bad index. Simple principal pivoting methods
are sometimes called Bard-type methods and were first studied by Zoutendijk [34]
and Bard [2]. For a detailed exposition on simple principal pivoting methods see, for
instance, [8, Sect. 4.2] or [27, Chap. 4].

The Digraph Model and Unique Sink Orientations There is a natural digraph model
behind principal pivoting, first studied by Stickney and Watson [31]. The graph’s
vertices are all bases B, with a directed edge going from B to B’ if B@® B’ = {i} and
(Aglq)i < 0.2 The underlying undirected graph is the graph of the n-dimensional
cube. A principal pivot step considers the cube that is spanned by the outgoing edges
at the current vertex, and it jumps to the antipodal vertex of some subcube of it.
A simple principal pivot step can be interpreted as the traversal of an outgoing edge,
and this is the analogy with the simplex method for linear programming.

IFor n = 3, one such example is the P-LCP (5) whose digraph model (see next paragraph) appears in
Fig. 1. Cycling occurs for any of the three start bases just below the top vertex in Fig. 1.

2We require g to be nondegenerate, meaning that (Aglq)i # 0 for all B and i. This is no serious restriction
since a nondegenerate problem can always be obtained from a degenerate one by a symbolic perturbation
of g.
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The above digraph has the following specific property: every nonempty subcube
(including the whole cube) has a unique sink, and the global sink corresponds to
the solution of the P-LCP [31]. In the terminology of Szabé and Welzl [32], we are
dealing with a unique-sink orientation (USO).

The goal of this paper is to deepen the understanding of the USO description
of simple principal pivoting methods for the P-LCP. On a general level, we want to
understand whether and how algebraic properties of a P-LCP (which are well studied)
translate to combinatorial properties of the corresponding USO (which are much less
studied), and what the algorithmic implications of such translations are. The principal
motivation behind this research is the continuing quest for a polynomial-time P-LCP
algorithm. In this paper, the concept of a USO serves as the main tool to obtain two
more positive results for simple principal pivoting.

We believe that this combinatorial approach has some untapped potential for the
theory of (simple) principal pivoting methods for LCPs.

The (Randomized) Method of Murty and the Morris Orientations The simple prin-
cipal pivoting method of Murty (also known as the least-index rule) [25] works for
all P-LCP instances, but it may take exponentially many iterations in the worst case
[26]. As a possible remedy, researchers have considered randomized methods. The
two most prominent ones are RANDOMIZEDMURTY (which is just the least-index
rule, after randomly reshuffling the indices at the beginning), and RANDOMEDGE
(which performs a purely random walk in the USO). However, Motris found a family
of P-LCP instances (we call their underlying digraphs the Morris orientations) on
which RANDOMEDGE spends a long time running in cycles and thus performs much
worse than even the exhaustive search algorithm [24].

For RANDOMIZEDMURTY there are as yet no such negative results on P-LCP
instances. In particular, on Murty’s worst-case example, this algorithm takes an ex-
pected linear number of steps [11]; the expected number of steps becomes quadratic
if we allow arbitrary start vertices [1].

On general P-LCP instances, the expected number of iterations taken by RAN-
DOMIZEDMURTY is subexponential if the underlying digraph is acyclic [14], but it
is unknown whether this also holds under the presence of directed cycles (as they
appear in the Morris orientations, for example).

We prove that not only the randomized variant, but actually any variant of the
least-index rule obtained by some initial reshuffling of indices, leads to a quadratic
number of iterations on the Morris orientations. In particular, this “kills” another
family of potentially bad instances for the RANDOMIZEDMURTY rule.

K-Matrix Linear Complementarity Problems A K-matrix is a P-matrix so that all
off-diagonal elements are nonpositive. LCPs with K-matrices (K-LCPs) appear for
example in free boundary problems [8, Sect. 5.1] and in American put option pricing
[3, 4]. It is known that every K-LCP instance can be solved in polynomial time (even
by a simple principal pivoting method [5, 29], see also [8, Sect. 4.7]), but we prove
something stronger: every simple principal pivoting method takes only a linear num-
ber of iterations. We obtain this result by showing that in K-LCP-induced USOs, all
directed paths are short. Our approach is to extract combinatorial structure from the
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algebraic properties of K-matrices. Subsequently, we use the distilled combinatorial
information to get our structural results.

LCPs with Sufficient Matrices and the Criss-Cross Method Let us step back and
take a broader view that brings together LP, the P-LCP, pivoting methods, and com-
putational complexity: linear complementarity problems with sufficient matrices gen-
eralize both LP and the P-LCP while still being amenable to pivoting approaches. The
criss-cross method [12, 13] may be considered an extension of Murty’s algorithm. In
fact, the results of [12] make LCPs with sufficient matrices the largest known class
of LCPs for which Megiddo’s techniques of [23] still apply, so that NP-hardness is
unlikely. Determining the complexity of the sufficient matrix LCP remains a tough
challenge for the future.

2 Unique-Sink Orientations

Now we formally introduce the digraph model behind P-LCPs and show some of its
basic properties. The model was first described by Stickney and Watson in 1978 [31].

We use the following notation. Let [n] := {1, 2, ..., n}. For a bit vector v € {0, 1}"
and I C [n], let v @ I be the element of {0, 1}"* defined by

1—v; ifjel,
won;={ " 1/
v; ifjé¢l.
This means that v @ [ is obtained from v by flipping all entries with coordinates in /.
Instead of v @ {i} we simply write v ®i.
Under this notation, the (undirected) n-cube is the graph G = (V, E) with

Vv :={0,1}", E::{{v,v@i}:vev,ie[n]}.

A subcube of G is a subgraph G’ = (V', E’) of G where V' ={ve® I : I C C} for
some vertex v and some set C C [n],and E' = E N (‘g )

Definition 2.1 Let ¢ be an orientation of the n-cube (a digraph with underlying undi-
rected graph G). We call ¢ a unique-sink orientation (USO) if every nonempty sub-
cube has a unique sink in ¢.

Figure 1 depicts a USO of the 3-cube. The conditions in Definition 2.1 require the
orientation to have a unique global sink, but in addition, all proper nonempty sub-
cubes must have unique sinks as well. In Fig. 1 there are six 2-dimensional subcubes,
twelve 1-dimensional subcubes (edges) and eight O-dimensional subcubes (vertices).
For edges and vertices, the unique-sink condition is trivial. The figure also shows that
USOs may contain directed cycles.

If V' is the vertex set of a subcube (as defined above), then the directed subgraph
of ¢ induced by V' is denoted by ¢[V'].

It is convenient to view the orientation of the n-cube G as a mapping ¢ : {0, 1}" —
{—, +}", where ¢ (v); = — if the edge between v and v i is oriented towards v D i,
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Fig.1 A USO of the 3-cube; for each vertex, the orientation of incident edges is encoded with a sign vector
in {—, +}" (— for an outgoing edge; + for an incoming edge). The unique global sink and a directed cycle
are highlighted

and ¢ (v); = + if it is oriented towards v. To encode a vertex v along with the ori-
entations of its incident edges, we can then use a configuration of n bits and n signs,
where the ith sign is ¢ (v); (see Fig. 1). If an orientation ¢ of G contains the directed

edge (v,v @ i), we write v g v @i, or simply v — v @i if ¢ is clear from the
context.

Let ¢ be an orientation of the n-cube and let F C [n]. Then ¢f) is the orientation
of the n-cube obtained by reversing all edges in coordinates contained in F; formally

. ® .o

(F)
v¢ vdi v—>v¢®z ifi ¢ F,
vi—v ifieF.

Proposition 2.2 [32] If ¢ is a USO, then ¢'F) is also a USO for an arbitrary sub-
set F C[n].

This proposition can be proved by induction on the size of F'; it essentially suffices
to show that under ¢({i}) , the whole cube still has a unique sink.

Now we can derive the unique-completion property. Its meaning is that we can
prescribe the bits for some coordinates and the signs for the remaining coordinates,
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and in a USO there will always be a unique vertex that satisfies the prescription. In
particular, it follows that any USO (and any of its subcubes) also has a unique source.
In fact, the unique-completion property characterizes USOs.

Lemma 2.3 An orientation ¢ of the n-cube G is a USO if and only if for every
partition [n] = AU B and every pair of maps a : A — {0, 1}, B : B — {—, +} there
exists a unique vertex v such that

v, =a) foralli € A, (3a)
¢(); =B@) forallie B. (3b)

Proof First suppose that ¢ is a USO. Let U := {u : u; = (i) for alli € A} and con-
sider the subcube ¢[U]. Let F :={i € B : B(i) = —}. As we have just noted, ¢*) is
a USO, and thus the subcube ¢[U] has a unique sink v with respect to ¢©. This
vertex v is the only vertex that satisfies (3a) and (3b).

Conversely, let ¢ be an orientation of the n-cube which satisfies the unique-
completion property and let U :={u @ [:1 C C}. Set B:=C and A :=[n]\C,
and let ¢(i) :=u; fori € A and B(i) := + for i € B. Then the unique vertex v satis-
fying (3a) and (3b) is the unique sink of the subcube ¢[U]. O

P-LCP-Induced USOs We now formally define the USO that is induced by a non-
degenerate P-LCP instance P-LCP(M, ¢) [31]. For v € {0, 1}", let B(v) :={j € [n] :
v; = 1} be the canonical “set representation” of v. Then the USO ¢ induced by
P-LCP(M, q) is

vBvei e (Azh4), <0. @)

Recall that Ap is the (invertible) n x n matrix whose ith column is the ith column
of —M if i € B, and the ith column of the n x n identity matrix I,, otherwise.

In this way, we have reduced the P-LCP to the problem of finding the sink in
an implicitly given USO. Access to the USO is gained through a vertex evaluation
oracle that for a given vertex v € {0, 1}" returns the orientations ¢ (v) € {—, +}" of all
incident edges. In this setting, the aim is to find the sink of the USO so that the number
of queries to the oracle would be bounded by a polynomial in the dimension 7. In the
case of a P-LCP-induced USO, a (strongly) polynomial-time implementation of the
vertex evaluation oracle is immediate from (4). From the sink of ¢», we can reconstruct
solution vectors w and z as in (2). The fact that the n-cube orientation defined in this
way is indeed a USO was proved by Stickney and Watson [31].

Not every USO is P-LCP-induced; for n = 3, the P-LCP-induced USOs are char-
acterized in [31], but for n > 4, we have only a necessary condition. This condition
was originally proved by Holt and Klee for polytope graphs oriented by linear func-
tions [16].

Theorem 2.4 [15] Every P-LCP-induced USO of the n-cube satisfies the Holt—Klee

condition, meaning that there are n directed paths from the source to the sink with
pairwise disjoint sets of interior vertices.
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3 Pivot Rules

In the USO setting resulting from P-LCPs, simple principal pivoting can be inter-
preted as follows: start from any vertex, and then proceed along outgoing edges until
the global sink (and thus the solution to the P-LCP) is reached. A pivor rule R deter-
mines which outgoing edge to choose if there is more than one option. Here is the
generic algorithm, parameterized with the rule R. It outputs the unique sink of the
given USO ¢.

Algorithm 3.1
SIMPLEPRINCIPALPIVOTINGR (¢))
Choose v € {0, 1}"
while O :={j e[n]:v5 v j} £ 0 do
choose i € O according to the pivot rule R
vi=vPi
end while
return v

Note that when ¢ contains directed cycles as in Fig. 1, this algorithm may enter
an infinite loop for certain rules R, but we consider only rules for which this does
not happen. In the USO setting we are restricted to combinatorial rules. These are
rules that may access only the orientations of edges {v, v @ j} (as given by the vertex
evaluation oracle) but not any numerical values such as (AE(1 0d)j that define these
orientations.

Let us now introduce the combinatorial pivot rules that are of interest to us. We
write them as functions of the set O of candidate indices. The first one is Murty’s
least-index rule MURTY that simply chooses the smallest candidate. In the cube, this
may be interpreted as a “greedy” approach that always traverses the first outgoing
edge that it finds (in the order of the cube dimensions).

MURTY(O) MURTY, (O)
return min(0) return 7 (min(z ~1(0)))

It is easy to prove by induction on 7 that this rule leads to a finite number of itera-
tions, even if the USO contains directed cycles. The rule has a straightforward gener-
alization, using a fixed permutation 7w € S,: choose the index 7 (i) with the smallest
such that v — v @ 7 (7). This just reshuffles the cube dimensions by applying 7, and
with 7 = id, we recover Murty’s least-index rule.

The natural randomized variant of MURTY, is RANDOMIZEDMURTY: at the be-
ginning, choose the permutation 7 uniformly at random from the set S, of all permu-
tations, and then use MURTY, throughout.

Finally, RANDOMEDGE stands for the plain random walk: in each iteration, sim-
ply choose a random candidate.
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RANDOMIZEDMURTY (O) RANDOMEDGE(O)
if called for the first time then choose i € O uniformly at random
choose 7 € S, uniformly at random return i
end if

return MURTY (O)

Unlike the previous rules, RANDOMEDGE may lead to cycling in SIMPLEPRIN-
CIPALPIVOTINGg, but the algorithm still terminates with probability 1, and with an
expected number of at most (n + 1)n" iterations. This is a simple consequence of the
fact that there is always a short directed path to the sink.

Lemma 3.2 [31, Proposition 5] Let t € {0, 1}" be the global sink of an n-cube
USO ¢, and let v € {0, 1} be any vertex. If k is the Hamming distance between v
and t, then ¢ contains a directed path of length k from v to t.

4 The Morris Orientations

Morris proved that under R = RANDOMEDGE, Algorithm 3.1 may be forced to per-
form an expected exponential number of iterations [24]. More precisely, at least
((n — 1)/2)! iterations are required on average to find the sink of the n-cube USO
generated (as described in Sect. 2) by the LCP(M, ¢), with

1 2 0 ... 0 0 0 -1
0 1 ... 0 0 0 -1
0 0 1 ... 0 0 0 -1
M=|.. .. .. ... .. .| a=|:| 5)
0 0 0 .. |1 0 1
0 0 0 ... 0 1 2 1
20 0 ... 0 1 1

Here, n must be an odd integer in order for M to be a P-matrix.

To prove this result Morris first extracted the relevant structure of the underly-
ing USO, and then showed that on this USO, RANDOMEDGE runs in cycles for a
long time before it finally reaches the global sink. It was left as an open problem
to determine the expected performance of RANDOMIZEDMURTY, the other natural
randomized rule, on this particular USO.

We solve this open problem by showing that for any permutation 7, MURTY,
incurs only O (n?) iterations on the n-dimensional Morris orientation. In particular,
this bound then also holds for RANDOMIZEDMURTY.

Theorem 4.1 For any € S, Algorithm 3.1 with R = MURTY, finds the sink of the
n-dimensional Morris orientation after at most 2n> — (5n — 3) /2 iterations, from any
start vertex.

Computational experiments suggest that the worst running time is attained for the

identity permutation if the algorithm starts from O (the global source). Therefore we
analyze this case thoroughly and compute the precise number of iterations.
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Fig. 2 The finite state 1,+

transducer that generates the

Morris orientations. Each

transition is labeled with an

input symbol (bit) and an output e‘e

symbol (sign) 0,+

0,—

Theorem 4.2 Algorithm 3.1 with R = MURTYjq finds the sink of the n-dimensional
Morris orientation after (n*> + 1)/2 iterations, starting from 0.

Experimental data suggest that this is an upper bound on the number of iterations
for any permutation  and start vertex 0. Allowing start vertices different from 0, we
get slightly higher iteration numbers, but 7 = id continues to be the worst permuta-
tion. In view of this, we conjecture that n%/2 + O (n) iterations actually suffice for all
7 and all start vertices. This would mean that the bound in Theorem 4.1 is still off by
a factor of 4.

The Combinatorial Structure The n-cube USO resulting from (5) can be described
in purely combinatorial terms [24, Lemma 1]. Here we make its structure even more
transparent by exhibiting a finite state transducer (finite automaton with output) with
just two states that can be used to describe the USO; see Fig. 2. For the remainder of
this section, we fix n to be an odd integer and we consider the n-dimensional Morris
orientation ¢.

The orientation is then determined for each vertex v = (v, vo, ..., v,) € {0, 1}*
as follows. If vi = vy =--- = v, = 1, then v is the global sink. Otherwise, choose
some i in [n] so that v; = 0 and consider the bit string v;_1v;—2... V1V Vy—1...;
as the input string to the transducer. In other words, the transducer is reading the
input from right to left, starting immediately to the left of some 0. The output string
¢)i—1p()i—2...0 (W) 1P (V)P (V)y—1...¢(v); then determines the orientation of
each edge incident to v. The choice of i does not matter, because after reading any
zero, the transducer is in the state S.

For instance, let n = 5 and let v = (1, 0, 1, 1, 0). Then the transducer takes v4 = 1,
outputs + and switches to state T'; reads v3 = 1, outputs — and switches to S; reads
vy = 0, outputs — and stays in S; reads v; = 1, outputs + and switches to 7'; and
finally reads vs = 0, outputs + and switches to S. The resulting configuration for v

(10110
(L2 1))

Figure 1 depicts the Morris orientation for n = 3. It can easily be checked that the
above procedural definition of the orientation is equivalent to the one given in [24,
Lemma 1]. In particular, we obtain a USO. It has the remarkable symmetry that the

set of configurations is closed under cyclic shifts.

Pivoting  From the transducer we can easily derive the sign changes in the config-
uration (d)(vv)) that are caused by a pivot step v — u := v @ {i}. We always have
¢(v)i =—and ¢ (u); =+.

If v =1, we get u; = 0. In processing v and u, the transducer then performs
exactly the same steps, except that at the ith coordinate different transitions are used
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to get from 7' to S. But this implies ¢ (1) j = ¢ (v) ; for j #i. Here is an example for
such a pivot step (with i = 3; affected signs are indicated):

10110 10010
— . (6)
+-—++ +-d++
If v; =0, we get u; = 1, meaning that at the ith coordinate the transducer stays
in S for v but switches to T for u (assuming that u is not the sink). This implies

that signs change at all coordinates i — 1, i — 2 down to (and including) the next
coordinate k (wrap around possible) for which vy = u; = 0. In our example we have

such a step for i =2:
10110_)11110. 7
+-—++ Ob—-—+6

In both v and u, the signs in the block of 1’s at indices k + 1, ...,i — 1 alternate.

Levels 1t will be useful to define the following function on the vertices of the cube.
Let £(v) be the number of coordinates where (E) appears. Formally,

L) == |{i :vi=0and ¢(v); = —}|.

The number £(v) is called the level of v. From the two types of pivots, it is easy to see
that the value of £ does not increase along any directed edge [33, Lemma 3]. Indeed,
if u is an out-neighbor of v, then either £(u) = £(v) (this happens in every pivot of
type (6), and in pivots of type (7) with an odd block of 1’s atindices k+1,...,i — 1),
or ¢ decreases to the next possible value: £(u) = £(v) — 2, or £(u) =0 if £(v) = 1.
In particular, the values of £ lie in the set {n,n — 2, ..., 3, 1, 0}. The sink is the only
vertex at level 0.

Let us make a small digression and briefly explain why RANDOMEDGE is slow
on¢.Let L(v) :=|{i :v; =1 and ¢ (v); = —}|. So the out-degree of v is £(v) + L(v).
Now let v be a vertex at level 1. In pivots of type (6), L decreases by one, whereas in
pivots of type (7) that do not reach the sink, L increases by one. The latter occurs if
and only if RANDOMEDGE pivots at the unique (°), which happens with probability
/(L) +1).

Atlevel 1, we can thus interpret RANDOMEDGE as a random walk on the integers,
where k — k41 with probability 1/(k+ 1), and k — k — 1 with probability k/(k+1).
Therefore, the walk is strongly biased towards 0, but in order to reach a neighbor u
of the sink, we need to getto k = L(u) = (n — 1)/2. This takes exponentially long in
expectation [24].

A Quadratic Bound for MURTY,  To prove Theorem 4.1 we first derive a (somewhat
surprising) more general result: for any pivot rule, starting from any vertex v with
vr = 0 for some k, it takes O (n?) iterations to reach a vertex u with u; = 1. This
can be viewed as a statement about the USO induced by the n-dimensional Morris
orientation on the cube facet {v : vy = 0}. The statement is that in this induced USO,
all directed paths are short (in particular, the induced USO is acyclic).
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Lemma 4.3 Let v € {0, 1}* be a vertex, and let k be any index for which vy = 0.
Starting from v, Algorithm 3.1 (with an arbitrary pivot rule R) reaches a vertex u

satisfying uy = 1 after at most (”er]) iterations.

Proof We employ a nonnegative potential that decreases with every pivot step. By a
cyclic shift of coordinates we may assume that k = 1, and thus v; =0.
Let us define

No():={je[n]:v;=0and p(v); =},
Ni(v) := {j €lnl:vj=1and ¢(v); :—}.

The potential of v is the number

p) =N+ > .

JENo(v)

Now we will observe how the potential changes during a pivot step v — u =
v @ {i}. We always have ¢ (v); = —, ¢ (u); = +. There are two cases. If v; =1, as
in (6), the configurations of v and u differ only at index i. Hence No(u) = No(v) and
Ni(u) = N1(v) \ {i}. Therefore p(u) = p(v) — 1.

In the other case we have v; =0, asin (7). If i = 1, we are done, since then 1] = 1.
Otherwise, v is of the form

U:(Ul,..., Uj ,Uj+1,...,vi7], v; 9vi+1""1vn)v
—_—— —_——
0 L..1 0

with 1 < j <i.If i — j is odd, there is an even number of 1’s between v; and v;,
implying that |N1(u#)| = |N1(v)| and No(u) = No(v) \ {j,i}. We then have p(u) <
p(v).If i — j is even, there is an odd number of 1’s between v; and v;, implying that
IN1(u)] = |N1(v)| + 1 and No(u) = No(v) U {j}\ {i}. Since i — j > 2 in this case,
we get p(u) < p(v) — 1.

To summarize, the potential decreases by at least 1 in every pivot step v :=v @ i,
and as long as v is not the sink, we have p(v) > 1. The highest potential is attained

by the source, p(0) = ("“2”). Therefore, after at most (";’1) steps we have vy = 1. [

If v happens to be at level 1 already, we obtain a better bound, since |No(v)| =1
in this case. In fact, the vertex with largest potential in level 1 such that vi =0 is
v= (911 1T 9) andits potential is p(v) =3(n — 1)/2.

Corollary 4.4 Let v € {0, 1}" be a vertex at level 1, and let k be any index for which
vr = 0. Starting from v, Algorithm 3.1 (with an arbitrary pivot rule R) reaches a
vertex u satisfying ux = 1 after at most 3(n — 1) /2 iterations.

Now MURTY, comes in: we will apply either Lemma 4.3 or Corollary 4.4 to
vertices v with vy =0 and vy (41) =+ = Vgz(n) = 1, for some i. The next lemma

shows that the 1’s at coordinates 7w (i + 1), ..., w(n) will stay.
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Lemma 4.5 Let i € [n]. After Algorithm 3.1 with R = MURTY, visits a vertex v
With Vr(i41) = - -+ = Vg(n) = 1, it will visit only vertices u satisfying uzi+1) =---=
Ug(n) = 1.

Proof At every iteration, the algorithm replaces the current vertex v with v @ m (),
where j is the smallest index such that v — v @ 7 (j). It follows that coordinates
@+ 1),...,m(n) will be touched only if v @ 7 (j) — v for all j <i. When this
holds for the first time, we have

V() =1, for j > 1,

¢(W)zj) =+, forj<i.

The unique-completion property (Lemma 2.3) then implies that we have already
reached the sink. O

Now we can put it all together.

Proof of Theorem 4.1 Let v be the start vertex, and let i be the largest index such
that v;;) = 0 (if no such index exists, v is the sink, and we are done). Lem-

mas 4.3 and 4.5 show that after at most (";’1) — 1 iterations, we additionally have
dW)ry =Wz == P(V)z(i—1) = + (since the next pivot step flips vy ;).

At this point v is at level 1, since there is a unique (E): at coordinate  (i). After the
flip at coordinate 7 (i), we repeatedly apply Corollary 4.4 together with Lemma 4.5 to
also produce 1’s at coordinates (i — 1), ...,7({ —2), ..., (1), at which point we
have reached the sink. This takes at most 3(i — 1)(rn — 1) /2 more iterations, summing
up to a total of

("erl> F3i—)n—1)2< (”;r]> £330 —D(n—1)/2

=2n>— (5n—13)/2. O

A better bound in the case of the identity permutation can be achieved by thor-
oughly examining the run of the algorithm, as we do next.

The Identity Permutation Let us now go on to prove Theorem 4.2. For this, we
first identify certain “milestone” vertices that are visited by Algorithm 3.1 with R =
MURTYjq, and then we count the number of iterations to get from one milestone to
the next. Let us define

v :=(0,1,0,1...,0,1,0,0,...,0), i=0,...,(n—1)/2.
[ S
2i

Lemma 4.6 If Algorithm 3.1 with R = MURTYiq starts at the vertex v, 0<i <
(n — 1)/2, it gets to the vertex v' ! in 4i + 3 iterations.
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Proof The algorithm starts at(O Pot.. O oo, ) and then proceeds by the rules

of pivoting (6) and (7) in four phases (recall that MURTYjq always pivots on the
leftmost —):

e It pivots on the coordinates 2i + 1, 2i — 1, ..., 1 and thus reaches the vertex
(i ! Jlri il i 0 ) after i + 1 iterations.

e It pivots on the coordinates 2,4,6, ..., 2i, 2i + 2 and thus reaches the vertex
(i J(: Jlr ?r o i 2 l i ) afteri + 1 1terat10ns

e It pivots on the coordinates 2i, 2i — 2, ..., 2 and thus reaches the vertex
(U1t b D DY after i iterations.

e It pivots on the coordinates 1, 3, 5, ..., 2i + 1 and thus reaches the vertex

(O 1o1..01 01 ) = vit! after i + 1 iterations.

e R

Therefore, it takes 4 + 3 iterations to get from v’ to v/ *!, O

The previous lemma allows us to count the number of iterations from 0 = v° to
v®=1/2_The following lemma takes care of the remaining iterations.

Lemma 4.7 If Algorithm 3.1 with R = MURTY q starts at the vertex v"*~V/2 it gets
to the global sink in (n + 1) /2 iterations.

Proof The proof is similar to the proof of Lemma 4.6, except that here only the first
phase takes place: if the algorlthm starts at the vertex (0 Pot..ot O) it pivots
on coordinates n, n — 2, ..., 1 and thus reaches the sink after (n —|— 1)/2 iterations. [

Proof of Theorem 4.2 By Lemmas 4.6 and 4.7, the overall number of iterations from
the source to the sink is

(n—3)/2 2
n+l1 n +1
4i +3 — = .
Z (i +3) + — 5 -
i=0

5 K-Matrix LCP

In this section we examine K-LCPs, the linear complementarity problems LCP(M, q)
where M is a K-matrix.

Definition 5.1 A K-matrix is a P-matrix so that all off-diagonal entries are non-
positive.’

We introduce two simple combinatorial conditions on USOs and prove that one
of them implies that all directed paths from 0 are short, and the other one implies
that all directed paths in the orientation are short. We show that K-LCP orientations
satisfy these conditions and conclude that a simple principal pivoting method with

3 Another common name in the literature for a K-matrix is Minkowski matrix.
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¥j =1 udj- - >ud{i,j}
A
B[U] [
|
*j =0 U u®di

Fig. 3 2-up-uniformity: The orientations of the solid edges imply the orientations of the dashed edges.
The top row contains vertices with jth entry equal to 1 and the bottom row vertices with jth entry equal
to 0; the left column contains vertices with ith entry equal to 0, and the right column contains vertices with
ith entry equal to 1

an arbitrary pivot rule solves a K-LCP in linearly many iterations, starting from any
vertex.

First, the uniform orientation is the USO in which v — v @i if and only if v; =0
(in other words, all edges are oriented “from O to 17).

Definition 5.2 A USO ¢ is 2-up-uniform if whenever U = {u @1 : I C {i, j}} is such
that u; = u; =0 and u is the source of U, then the orientation of the subcube ¢[U]
is uniform (see Fig. 3).

A K-USO is a USO that arises (as described in Sect. 2) from the LCP(M, ¢) with
some K-matrix M and some right-hand side ¢q.

Proposition 5.3 Every K-USO is 2-up-uniform.

Proof The essential fact we use is that a subcube of a K-USO is also a K-USO, as
was observed already by Stickney and Watson [31, Lemma 1]. Thus, it suffices to

prove 2-up-uniformity for K-LCPs of dimension 2. Hence, suppose that M = (‘L‘ 5)

is a2 x 2 K-matrix, so a,d > 0 and b, ¢ <0. Then M~ ! = (_dc :lh)/(ad—bc) >0

and nonsingular. Now 0 is the source of the orientation induced by the LCP(M, ¢g) if
and only if ¢ < 0. Hence, —M~!q > 0, which proves uniformity. O

One particular nice property of a 2-up-uniform orientation is that all paths from
the vertex O to the sink ¢ have the shortest possible length, equal to the Hamming
distance || of ¢ from 0. To prove this statement, we use the following lemma.

Lemma 5.4 Let ¢ be a 2-up-uniform USO and let v be a vertex such that v; = 1 and

vEBigv.vaj=0andu=vEBjisanout-neighborofv,thenuEBii)u.

Proof Suppose for the sake of contradiction that v; =1, v; =0 and v @i — v, and
thatu =v® j,v—>uandu »>u®i.LetU :={udI:1C{i,j}} and consider the
subcube ¢[U] (see Fig. 4, left): we observe that v @i — u @i because otherwise the
subcube would not contain a sink. But then it follows from 2-up-uniformity of ¢ that
u @i — u, acontradiction. Il
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*; =1 udi u=v®j v v
A |
| |
[ ) .
*jZO VPl —m>v udi u=v®)
% =0 %=1 *i =0 *i=1

Fig. 4 Tllustrating the proof of Lemma 5.4 (left) and Lemma 5.11 (right)

Proposition 5.5 Let ¢ be a 2-up-uniform USO and let t be its sink. Then any directed
path from 0 to t has length |t|.

Proof 1Tt follows from Lemma 5.4 by induction that if u is a vertex on any directed
path starting from O, and if u; = 1, then u @ i — u. Hence, all edges on a directed
path from O to ¢ are oriented from O to 1, and therefore the length of a directed path
from O to ¢ is |¢]. O

As a direct consequence of Propositions 5.3 and 5.5 we get the following theorem.
Theorem 5.6 Every directed path from O to the sink t of a K-USO has length |t| <n.

What is the actual strength of this theorem? We know that from any vertex of
a USO there exists a path to the sink of length at most n (Lemma 3.2). It has also
long been known how to find such a path from the vertex O in the case of a K-USO
[5, 29]. The novelty is that any directed path starting from O reaches the sink after the
least possible number of iterations. Hence, a simple principal pivoting method with
an arbitrary pivot rule finds the solution to a K-LCP in at most n iterations.

In view of this result, it is natural to ask whether it also holds if the path starts
in some vertex different from 0. Imposing 2-up-uniformity is insufficient, as we can
observe by looking at the Morris orientations. If we swap 0’s and 1’s in any Morris
orientation, we get a 2-up-uniform orientation. Hence, all directed paths from O to
the sink are short; indeed, O is the sink of the orientation after swapping, so all such
paths have length 0. Nevertheless, long directed paths (and even directed cycles) do
exist in this orientation. Therefore, we introduce the following stronger combinatorial
property of USOs, which turns out to be satisfied by K-USOs as well.

Definition 5.7 A USO ¢ is 2-uniform if it is 2-up-uniform and the orientation ¢ ("D
constructed from ¢ by reversing all edges is also 2-up-uniform.

Proposition 5.8 Every K-USO is 2-uniform.

Proof 1f ¢ is induced by the LCP(M, ¢) for some K-matrix M, then ¢ "D is induced
by the LCP(M, —¢q), hence it is also a K-USO and therefore it is 2-up-uniform. [

Surprisingly, the simple property of being 2-uniform enforces a lot of structure on
the whole orientation, as we show next.
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Theorem 5.9 The length of every directed path in a 2-uniform USO is at most 2n.
Before we prove the theorem, let us point out an important corollary.

Corollary 5.10 Algorithm 3.1 with an arbitrary pivot rule R, starting at an arbitrary
vertex of the corresponding USQO, finds the solution to an n-dimensional K-LCP in at
most 2n iterations.

As a consequence, we get a result for a larger class of LCPs. If M is a principal
pivotal transform [8, Sect. 2.3] of a K-matrix M’, then M is a P-matrix [8, Theo-
rem 4.1.3], and the USO ¢ induced by the LCP(M, q) is isomorphic to the USO ¢’
induced by the LCP(M’, ¢') for suitable g’. It follows that Corollary 5.10 also applies
to the LCP(M, g), even though M is not necessarily a K-matrix itself.

Our proof of Theorem 5.9 is based on the following crucial fact, which extends
Lemma 5.4. Informally, it asserts that once we have a (i) in some coordinate, we will

always have a ( Jlr)

Lemma 5.11 Let ¢ be a 2-uniform USO and let v be a vertex such that v;i =1 and

v@iﬂ v.If u=v @ j is an out-neighbor of v, then u ® i gu.

Proof If vj =0, the claim follows from Lemma 5.4. So let us suppose that we have
vi=1l,vi=1landv®i—>v,andthat u=v@ j, v—>uand u — u @i. Let
U:={udl:1C{i j}}. We observe that v i — u @i so that the subcube ¢[U]
contains a sink. But then it follows from 2-up-uniformity of ¢("D that v — v @ i,
a contradiction (see Fig. 4, right). 0

Proof of Theorem 5.9 Let i be a fixed coordinate. Suppose in the considered directed
path there is an edge v @ i — v such that v; = 1. As a consequence of Lemma 5.11,
all vertices u on a directed path starting at v satisfy u; = 1. It follows that in any
directed path no more than two edges appear of the form v & i — v for any fixed i:
possibly one with v; = 0 and one with v; = 1. This fact then implies that the length
of any directed path is at most 2n. g

The strength of 2-uniformity can perhaps be explained by its being equivalent
to what we call local uniformity. A USO ¢ is locally up-uniform if for every U =
{u@I:1CJ}suchthatuy; =0and u — u @ j for all j € J, the orientation of the
subcube ¢[U] is uniform. A USO ¢ is locally uniform if both ¢ and ¢ are locally
up-uniform.

Proposition 5.12 Let ¢ be a USO:

(i) ¢ is locally up-uniform if and only if it is 2-up-uniform.
(i1) ¢ is locally uniform if and only if it is 2-uniform.

Proof (ii) is easily implied by (i); and one implication of (i) is trivial. The remaining
implication is not difficult to prove by induction on the dimension of the considered
subcube. U
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Local up-uniformity allows for a slight improvement in solving a K-LCP. When
following a directed path starting in 0, instead of traversing one edge at a time we
can perform a “greedy” principal pivot: jump straight to the sink of the subcube in-
duced by outgoing edges. Unlike the general P-matrix case, it cannot lead to cycling.
Due to local up-uniformity, it will never increase the number of iterations and may
sometimes reduce it.

Locally Uniform USOs vs. K-USOs We have shown (Propositions 5.8 and 5.12) that
every K-USO is 2-uniform (equivalently, locally uniform). It is natural to ask whether
the converse is also true.

The answer to this question is negative. It can be shown that the number of n-
dimensional locally uniform USOs is asymptotically much larger than the number

n—1
of K-USOs. A lower bound of 2{e-b2) on the number of locally uniform USOs
can be derived by an adaptation of Develin’s construction [10] of many orientations

satisfying the Holt—Klee condition. An upper bound of 200) on the number of P-
USOs (and thus also K-USOs) follows from Develin’s proof of his upper bound on
the number of LP-realizable cube orientations.

At present, however, we do not know whether locally uniform P-USOs form a
proper superclass of the class of K-USOs.

References

1. Balogh, J., Pemantle, R.: The Klee—-Minty random edge chain moves with linear speed. Random
Struct. Algorithms 30(4), 464-483 (2007)

2. Bard, Y.: An eclectic approach to nonlinear programming. In: Optimization, Proc. Sem. Austral. Nat.
Univ., Canberra, 1971, pp. 116-128. University of Queensland Press, St. Lucia (1972)

3. Borici, A., Liithi, H.-J.: Pricing American put options by fast solutions of the linear complemen-
tarity problem. In: Kontoghiorghes, E.J., Rustem, B., Siokos, S. (eds.) Computational Methods in
Decision-Making, Economics and Finance. Applied Optimization, vol. 74. Kluwer Academic, Dor-
drecht (2002)

4. Borici, A., Liithi, H.-J.: Fast solutions of complementarity formulations in American put pricing.
J. Comput. Finance 9, 63-82 (2005)

5. Chandrasekaran, R.: A special case of the complementary pivot problem. Opsearch 7, 263-268 (1970)

6. Chen, X., Deng, X.: Settling the complexity of 2-player Nash-equilibrium. Technical report TROS-
140. Electronic colloquium on computational complexity (2005)

7. Chung, S.-J.: NP-completeness of the linear complementarity problem. J. Optim. Theory Appl. 60(3),
393-399 (1989)

8. Cottle, R.W,, Pang, J.-S., Stone, R.E.: The Linear Complementarity Problem. Computer Science and
Scientific Computing. Academic Press, New York (1992)

9. Dantzig, G.B.: Linear Programming and Extensions. Princeton University Press, Princeton (1963)

10. Develin, M.: LP-orientations of cubes and crosspolytopes. Adv. Geom. 4(4), 459-468 (2004)

11. Fukuda, K., Namiki, M.: On extremal behaviors of Murty’s least index method. Math. Program. Ser.
A 64(3), 365-370 (1994)

12. Fukuda, K., Namiki, M., Tamura, A.: EP theorems and linear complementarity problems. Discrete
Appl. Math. 84(1-3), 107-119 (1998)

13. Fukuda, K., Terlaky, T.: Linear complementarity and oriented matroids. J. Oper. Res. Soc. Japan
35(1), 45-61 (1992)

14. Girtner, B.: The random-facet simplex algorithm on combinatorial cubes. Random Struct. Algorithms
20(3), 353-381 (2002)

15. Gdrtner, B., Morris, W.D., Riist, L.: Unique sink orientations of grids. Algorithmica 51(2), 200-235
(2008)

@ Springer



Discrete Comput Geom (2009) 42: 187-205 205

16.

19.

20.

21.

22.

23.

24.

25.

26.

217.

28.

29.
30.

31.

32.

33.
34.

Holt, F,, Klee, V.: A proof of the strict monotone 4-step conjecture. In: Advances in Discrete and
Computational Geometry. Contemporary Mathematics, vol. 223, pp. 201-216. Am. Math. Soc., Prov-
idence (1999)

. Karmarkar, N.: A new polynomial-time algorithm for linear programming. Combinatorica 4(4), 373—

395 (1984)

. Khachiyan, L.G.: Polynomial algorithms in linear programming. USSR Comput. Math. Math. Phys.

20, 53-72 (1980)

Klee, V., Minty, G.J.: How good is the simplex algorithm? In: Shisha, O. (ed.) Inequalities, vol. III,
pp. 159-175. Academic Press, New York (1972)

Kojima, M., Megiddo, N., Noma, T., Yoshise, A.: A Unified Approach to Interior Point Algorithms
for Linear Complementarity Problems. Lecture Notes in Computer Science, vol. 538. Springer, Berlin
(1991)

Kojima, M., Megiddo, N., Ye, Y.: An interior point potential reduction algorithm for the linear com-
plementarity problem. Math. Program. Ser. A 54(3), 267-279 (1992)

Lemke, C.E.: Recent results on complementarity problems. In: Nonlinear Programming, pp. 349-384.
Academic Press, New York (1970)

Megiddo, N.: A note on the complexity of P-matrix LCP and computing an equilibrium. RJ 6439,
IBM Research, Almaden Research Center, San Jose, CA (1988)

Morris, W.D. Jr.: Randomized pivot algorithms for P-matrix linear complementarity problems. Math.
Program. Ser. A 92(2), 285-296 (2002)

Murty, K.G.: Note on a Bard-type scheme for solving the complementarity problem. Opsearch
11(2-3), 123-130 (1974)

Murty, K.G.: Computational complexity of complementary pivot methods. Math. Program. Stud. 7,
61-73 (1978)

Murty, K.G.: Linear Complementarity, Linear and Nonlinear Programming. Sigma Series in Applied
Mathematics, vol. 3. Heldermann, Berlin (1988)

Papadimitriou, C.H.: On the complexity of the parity argument and other inefficient proofs of exis-
tence. J. Comput. Syst. Sci. 48(3), 498-532 (1994)

Saigal, R.: A note on a special linear complementarity problem. Opsearch 7, 175-183 (1970)
Samelson, H., Thrall, R.M., Wesler, O.: A partition theorem for Euclidean n-space. Proc. Am. Math.
Soc. 9, 805-807 (1958)

Stickney, A., Watson, L.: Digraph models of Bard-type algorithms for the linear complementarity
problem. Math. Oper. Res. 3(4), 322-333 (1978)

Szabd, T., Welzl, E.: Unique sink orientations of cubes. In: Proceedings of the 42nd IEEE Symposium
on Foundations of Computer Science (FOCS’01), pp. 547-555 (2001)

Wessendorp, F.: Notes on Morris’ cube orientation. Diploma thesis, ETH, Ziirich (March 2001)
Zoutendijk, G.: Methods of Feasible Directions: A Study in Linear and Non-Linear Programming.
Elsevier, Amsterdam (1960)

@ Springer



	Pivoting in Linear Complementarity: Two Polynomial-Time Cases
	Abstract
	Introduction
	The P-Matrix Linear Complementarity Problem
	Simple Principal Pivoting Methods
	The Digraph Model and Unique Sink Orientations
	The (Randomized) Method of Murty and the Morris Orientations
	K-Matrix Linear Complementarity Problems
	LCPs with Sufficient Matrices and the Criss-Cross Method

	Unique-Sink Orientations
	P-LCP-Induced USOs

	Pivot Rules
	The Morris Orientations
	The Combinatorial Structure
	Pivoting
	Levels
	A Quadratic Bound for Murtypi
	The Identity Permutation

	K-Matrix LCP
	Locally Uniform USOs vs. K-USOs

	References



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (ISO Coated v2 300% \050ECI\051)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Error
  /CompatibilityLevel 1.3
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Perceptual
  /DetectBlends true
  /DetectCurves 0.1000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /Warning
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /Warning
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 150
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 600
  /MonoImageMinResolutionPolicy /Warning
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU <FEFF004a006f0062006f007000740069006f006e007300200066006f00720020004100630072006f006200610074002000440069007300740069006c006c006500720020003700200061006e006400200038002e000d00500072006f006400750063006500730020005000440046002000660069006c0065007300200077006800690063006800200061007200650020007500730065006400200066006f00720020006f006e006c0069006e0065002e000d0028006300290020003200300030003800200053007000720069006e006700650072002d005600650072006c0061006700200047006d006200480020000d000d0054006800650020006c00610074006500730074002000760065007200730069006f006e002000630061006e00200062006500200064006f0077006e006c006f006100640065006400200061007400200068007400740070003a002f002f00700072006f00640075006300740069006f006e002e0073007000720069006e006700650072002e0063006f006d000d0054006800650072006500200079006f0075002000630061006e00200061006c0073006f002000660069006e0064002000610020007300750069007400610062006c006500200045006e0066006f0063007500730020005000440046002000500072006f00660069006c006500200066006f0072002000500069007400530074006f0070002000500072006f00660065007300730069006f006e0061006c0020003600200061006e0064002000500069007400530074006f007000200053006500720076006500720020003300200066006f007200200070007200650066006c00690067006800740069006e006700200079006f007500720020005000440046002000660069006c006500730020006200650066006f007200650020006a006f00620020007300750062006d0069007300730069006f006e002e>
  >>
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [595.276 841.890]
>> setpagedevice


