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Abstract. The problem of biometric template representativeness has recently 
attracted much attention with the introduction of several template update meth-
ods. Automatic template update methods adapt themselves to the intra-class 
variations of the input data. However, it is possible to hypothesize that the ef-
fect of template updating may not be the same for all the clients due to differ-
ent characteristics of clients present in the biometric database. The goal of this 
paper is to investigate this hypothesis by explicitly partitioning clients into  
different groups of the “Doddington’s zoo” as a function of their “intrinsic” 
characteristics, and studying the effect of state of art template “self update” 
procedure on these different groups. Experimental evaluation on Equinox da-
tabase with a case study on face verification system based on EBGM algorithm 
shows the strong evidence of non-uniform update effects on different clients 
classes and suggest to modify the update procedures according to the client’s 
characteristics. 

1   Introduction 

Recently, template representativeness has attracted much attention in the field of 
biometrics [1]. Often, the online operation of the biometric system encounters sub-
stantial intra-class variations in the input biometric data, due to the presence of sev-
eral factors; like human-sensor interaction, environmental conditions, temporal 
variations (short term like scars in fingerprint surface and long term like aging in 
face) and other temporary variations like changes in facial expressions or rotation in 
fingerprint [2]. These variations make the initial enrolled templates, often captured  
in controlled environment, non-representative, thus resulting in degradation of the 
performance of the system. 

To deal with this issue, novel solutions in the form of template update procedures 
have been introduced. Their aim is to adapt the enrolled templates to the intra-class 
variations of the input biometric data, on the basis of some learning methodologies 
like supervised [3] and semi-supervised learning [4-9]. Among these, supervised 
methods require the intervention of human experts for updating, thus making update 
procedure time consuming and inefficient task [3].  

On the other hand, semi-supervised methods are automated systems that adapt 
themselves to the intra-class variations of the input biometric data. They derive their 
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name from the machine learning technique of semi-supervised learning that adapt the 
classifier through the joint use of initial labelled (templates) and unlabelled input 
biometric data. These data are available during the online operation, without the in-
tervention of human supervisor [4-9]. Among others, self update is based on the self-
training concept of semi-supervised learning, in which the input data recognized as 
highly confident are added iteratively to the template gallery set of the respective 
client [4-7].  

Recently, self update procedure has gained much focus and the overall effective-
ness of it has been proved experimentally in [4-7]. Also a serious issue of impostor’s 
intrusion or “creep-in” errors, causing counter-productive effect, as an open issue has 
been pointed out in [9]. This problem of “creep-in” errors has also been recently in-
vestigated in detail [10] where the relationship between update errors due to impos-
tor’s introduction and performance degradation has been established. Ref [10] also 
suggested that the existence of creep-in of errors is also a function of user population 
characteristics apart from the basic FAR of the system or incorrect estimation of 
threshold parameters. Specifically in [10], the intrusion of impostors has been also 
correlated to clients which are intrinsically easy to “imitate”, and clients “capable” to 
confuse themselves with other clients. These two groups have been called “lambs” 
and “wolves”, respectively, according to the well-known concept of “Doddington’s 
zoo” [11]. But their “presence” has not been recognized by using the rigorous defini-
tion given by Doddington et al. [11]. The presence of wolves, for example, has been 
detected by their repeated presence in different client’s galleries at varying thresholds. 
Lambs have been identified by being attacked repeatedly at varying acceptance 
thresholds [10].  

The aim of this paper is to extensively investigate the hypothesis that different 
types of clients as lambs, goats, wolves and sheeps [11] result in different updating 
effect on the application of self update procedure on the database, thus suggesting 
adaptation of template update methodology for each group of clients. 

To this aim, user population is explicitly partitioned into different animal groups 
i.e., sheeps, lambs, wolves and goats using the definition of Doddington Zoo [11]. 
Then, the effect of global application of self update procedure has been studied on 
these classes of clients. Experimental evaluations are done on Equinox Database with 
57 clients and 129 frontal face images per client [12]. The self update based technique 
has been used as a case study on face verification system based on Elastic Bunch 
Graph Matching (EBGM) [13]. Results pointed out that the effect of template update 
is different for each group, which confirms our hypothesis. This paper also mentions 
the counter-measures which may help to avoid the non-uniform effect of template 
update on these clients. 

In Section 2, Self Update and its relation with Doddington zoo is described in de-
tail. Section 3 reports the experimental results, and preliminary conclusions are drawn 
in Section 4. 

2   Template Self Update and Doddington’s Zoo 

In the “online” template self update algorithm [4-7], a matcher adapts itself to the 
variations of the input data, available during the normal system’s operation. The aim 
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of these methods is to capture the temporal and temporary intra-class variations of the 
input data by modifying the templates, thus enhancing the generalization performance 
on the novel unseen data.   

The general “online” self update method may involve two steps: 1. Initialization: 
where each user is enrolled with its templates to build the initial gallery and the initial 
system parameter (“updating threshold”) is set; 2. Updating: where the input data is 
compared with the template(s) of the claimed identity’s gallery to compute the match-
ing score. If matching score is greater than the threshold, the template set of the re-
spective client is updated by either fusing with the current template or adding that 
sample as another instance into the gallery set of the claimed identity. If the matching 
score is less than the threshold, that sample is rejected. The described process is re-
peated on each availability of input sample. 

Self update techniques usually operate at stringent acceptance threshold and exploit 
(i.e. add to the clients’ galleries) only the confidently classified samples in order to 
avoid the introduction of impostors into the gallery set of the client. But avoiding this 
problem is very difficult in a realistic verification system, and the impostor’s intro-
duction leads to the so-called “creep in” error which strongly decreases the effective-
ness of the update procedure.  

Apart from incorrect threshold estimation conditions, these creep-in errors are also 
due to the presence of variable clients, like wolves, lambs and goats, present in the 
Doddington zoo as identified and reported in [10]. The Doddington’s definition of 
Wolves, Lambs, Goats are stated as follows [11]: 

• Goats are clients intrinsically difficult to recognize: they exhibit a very high FRR; 
• Lambs are clients easily imitable by other users: they exhibit a very high FAR; 
• Wolves are the users (not necessarily clients) which have the capability to imitate 

other clients: i.e., when a wolf try to access as a certain client, it has a very high 
probability of success causing impostor’s introduction [11].  

Even with the operation at stringent threshold conditions, presence of wolves and 
lambs do result in impostor’s intrusion. Work reported in [10] have discussed the 
threat of impostor’s introduction into the client’s galleries and highlighted that the 
presence of wolves and lambs cause the introduction of impostors into the gallery set 
of the clients even at the stringent threshold conditions. However, the presence of 
wolves and lambs have been shown on the basis of experimental evaluations, where 
wolves were determined by their repeated presence in the gallery set of other clients 
and lambs were identified by their repeated vulnerability to impostors at various 
threshold conditions. It was concluded that even with the operation at stringent 
threshold conditions, the intrusion of impostors is unavoidable due to the presence of 
clients like lambs and wolves in the biometric database [10]. Even, the unseen impos-
tor input sample may also have the wolf characteristic apart from their presence in the 
database. 

In this paper, we extend the above study and show explicitly the effect of update 
procedures not only for lambs and wolves but also for sheeps and goats. It has been 
hypothesized that due to the presence of these characteristic people in the database 
and the operation of the uniform self update procedure on them, goats may not be 
updated at the same strict threshold and lambs and wolves may attract impostors even  
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at the strict threshold conditions. Thus the effect of self update is studied specifically 
for each group by the prior division of database into different animal groups accord-
ing to the definition of Doddington zoo [11].  

3   Experimental Results 

3.1   Data Set 

Equinox Corporation Database [12] consisting of 56 individuals with 129 face images 
per person with significant intra-class variations like illumination changes and varia-
tions in facial expressions etc, are used for experimental evaluation. The time span of 
the collected data sets is over one year. The self update based mechanism is used as a 
case study on face verification system based on Elastic Bunch Graph Matching [13]. 
Other face matching algorithm could be used as well.  

3.2   Experimental Protocol 

In a typical personal verification system, a different batch of unlabelled set (Du), 
owing to different access attempts, is collected for each client over a period of time. 
In order to respect this simple evidence, the following protocol has been adopted in 
the literature [9-10]. We have also followed this protocol for our study. 

(1) 56 initial templates are selected (one template for each client T). These are the 
initial template set consisting of a neutral image per client (Tca). The threshold for self 
updating is always evaluated on this set, being the only set available in real 
environments. Threshold is evaluated on this template set by comparing each template 
to the templates (T) of all the other clients (Tca) thus estimating the impostor 
distribution and selecting a threshold value at 0%FAR. These stringent starting 
conditions simulate the real environment where very less labelled data is available to 
set the system parameters.  

(2) Remaining client images are subdivided in three sets with 25 images per client in 
in the prediction set and 25 in unlabelled set and remaining 78 face images in the test 
set. Prediction dataset is used to partition the database clients into different animal 
groups.   

(3) The whole dataset (except for templates) is then randomly partitioned into 56 parti-
tions, such that the c-th partition does not contain images of the c-th client. Each of 
these partitions, consisting of 128 images, represent the “impostor set” for the c-th cli-
ent: 25 images are added to unlabelled set, 25 images to the prediction set and 78 face 
images in the test set. The same number of genuine and impostors are added to the unla-
beled, prediction and test set to have equal priors for both the classes, i.e., genuine and 
impostor. The database is partitioned into different animal groups of Doddington’s zoo 
using the samples from the prediction set. Then the unlabelled data set is used to update 
the enrolled templates using the self update procedure irrespective of the database parti-
tion. Then the test set is used to evaluate the actual improvement in performance gained 
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by the template self update algorithm. Then the performance of the updated system is 
evaluated using the test set for each partitioned group.  

3.3   Rules for Identifying Different Animal Groups of Doddington’s Zoo 

This section presents the rules followed using the prediction set to divide the database 
into specific animals groups. Each client is enrolled using a single initial template. 
Note Ref [14] also partitions the database clients into different groups exhibiting 
variability on the basis of “sheepiness index” (sheeps are “well behaved” clients in the 
Doddington’s zoo). However, the technique does not explicitly identifies which parti-
tion belongs to which specific animal group. It just partitions the database into differ-
ent groups sharing the common characteristics. By considering the aim of this paper, 
we partitioned the database clients into specific animal groups according to the defini-
tion given by Doddington [11].  Thus: 

• Goats are identified by evaluating FRR for each client at zeroFAR, which 
guarantees that no impostors are accepted. zeroFAR is calculated by matching 
each client’s enrolled template to the relative impostor images of the prediction 
set. For each client, genuine samples belonging in the prediction set (25 samples) 
are matched with the initial enrolled template and FRR is evaluated for each 
client. Then, clients whose FRR exceeds a threshold value more than 0.5 are 
considered as “Goats”.  

• Lambs are identified by evaluating their FAR under an operational point of 
zeroFRR (zeroFRR is calculated by matching each enrolled template to the 
genuine samples of that client in the prediction set), which guarantees that no 
genuine users are rejected.  Then for each client, a batch of impostor samples (25) 
from the prediction set are matched with the enrolled template and FAR is 
evaluated accordingly. Then, clients whose FAR exceeds a threshold value more 
than 0.5 are considered as “Lambs”. 

• Wolves are identified as follows. Each potential wolf (client) attacks all genuine 
samples (all 25 samples) of all the other clients in the prediction set. The 
operational point for each client is estimated at zeroFAR, calculated similarly as 
that for Goats. Candidate clients which are accepted even under this very 
stringent condition for  more than 50% of the users are considered as “real” wolf.  

• Sheeps are the clients which do not belong to any of the above presented group 
i.e., Lambs, Goats and Wolves. 

Estimating zeroFRR is very difficult because of the small sample size affecting the 
data. However, by considering the goal of our study, the database partitioning has 
been made by considering quite large number of samples in order to have a good 
estimation of wolves, lambs and goats. 

3.4   Results 

The goal of the paper is to study the effect of template update procedure for different 
clients termed as members of Doddington’s Zoo. Accordingly, first the biometric 
database is partitioned into different characteristics group of clients on the basis of  
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definition of Doddington Zoo [11] (section 3.3) and then the effect of self update 
procedure (section 2), updating threshold is set at zeroFAR, is analyzed on these cli-
ent’s group. 

Table 1 reports the statistics about the percentage of specific “animals” present in 
the database, found using the prediction set of the Equinox database (section 3.3).  

Table 1. Percentage of different characteristic clients in the database 

% Lambs  % Wolves  % Sheeps  % Goats 

12 2 56 30 

 
Table 1 shows that Equinox database comprises of 12% lambs, 2% wolves, 56% 

sheeps and 30% goats. It is worth noting that the most frequent class is that of 
“sheeps”, that is, clients “easy” to recognize and also difficult to imitate. Goats ap-
peared as the second most frequent class. This contradicts results found in other 
works [14-15] (Ref. 15 is about fingerprints), and pointed out how the frequency of 
these classes strongly depend on the variety of the user population, prediction rules 
adopted and cannot be referred to general “frequency rules”. Lambs and wolves are 
the least frequent classes. 

As second step, we evaluated the effectiveness of self update method for each 
group of clients. We computed the average % of unlabelled samples exploited from 
the batch of unlabelled set (section 3.2) and the average % of impostors introduced for 
each group (available in the same unlabelled set). These statistics, presented in Table 
2, help to evaluate the behaviour of self update on different client’s group. 

Table 2. Average percentage of samples added to clients galleries, impostors introduced, and 
successful % of wolves attacks  after self updating  

Animal 
Type 

(%) Samples Exploited 
(added to clients gallery) 

(%) Impostors 
Introduced 

(among samples 
exploited) 

(%) Wolves attacked 

(attack by all the detected 
wolves with 25 samples per 

wolf) 

Wolves 56.0 37.0 - 

Lambs 65.7 43.2 65.9 

Goats 23.3 11.8 26.3 

Sheeps 72.6 16.4 41.0 

 
Table 2 shows the different percentage of impostors and available samples ex-

ploited, from the unlabelled batch, for each partitioned group. According to the statis-
tics presented in Table 2, the following analysis can be done:  
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1) lambs, i.e. clients vulnerable to impostors, have introduced a high percentage of 
unlabelled samples, but about half of them are impostors. They are also strongly 
affected by detected wolves; 

2) goats, i.e. clients difficult to be recognized, have exploited the lowest number of 
available samples, thus confirming their intrinsic characteristic according to the 
definition of Doddington. On the other hand, they are much less prone to impos-
tors introduction (only 11.8% of added samples are impostors) than other classes 
of clients, and also are less prone to wolf attacks;  

3) sheeps, i.e. well behaved clients, have exploited the largest number of samples 
and the % impostor introduction is also minimum for these clients. Even % of 
wolf attacks is minimum for these clients ; 

4) wolves too are intruded by impostors. This class exhibits the additional feature 
that can attack other clients, namely, lambs, and can be confused with other im-
postors, even lambs. This confirms evidences in previous work [10], where it is 
stated that certain “lambs” may be “wolves” for other clients too [11]. 

3.5   Performance Enhancement Reported for Each Group of Clients 

According to the statistics reported in section (3.5), it is evident that the effect of self 
update is different for each partitioned clients group. To provide a further evidence, 
the average performance attained due to updated templates after the self update pro-
cedure for each group of clients is reported in Fig. 1. Fig. 1 presents the ROC curves 
on test set, before (straight line) and after updating process (dotted line), for each 
group of clients. In ROC curves, x axis is % FAR and y axis % FRR. 

As can be seen from Fig. 1, initial performances of the verification system for each 
client group (straight lines) is different and after the update procedure, the impact is 
different for each group of clients (dotted lines). Lambs (subplot 1), the clients vul-
nerable to impostors, have shown no substantial improvement, because of the large 
amount of impostors introduction into the galleries (table 2, second row, column 1). 
Sheeps, as expected, being well behaved clients, have upgraded in the performance 
after updating process. Nevertheless, they too have attracted impostors into galleries, 
but because of much more percentage of genuine samples introduced, the impact of 
impostors is less, hence the performance is upgraded (table 2, fourth row, column 
1&2). Goats, difficult to recognize clients, have shown slight improvement in per-
formance due to less capture of genuine samples, although very less percentage of 
impostor samples are added to the related gallery (table 2, third row, column 1&2). 
Finally, wolves appears to benefit from self update only at threshold value set at high-
security level, where low FAR is expected. Different performances after updating and 
the statistics presented in table 2 clearly showed the different behaviour of self update 
procedure for the investigated groups of clients.  

These evidences suggest that adjustable update procedures have to be adopted, de-
pending on the clients class. In the following, we give some preliminary guidelines: 
(1) firstly, a user-specific update threshold can be adopted for each group of clients 
[10]; (2) lambs and wolves could be updated by adopting supervised methods, as even 
with the operation at stringent acceptance threshold, they are prone to impostors in-
troduction. Thus, the manual assignment of labels to the samples utilized for updating 
may minimize the probability of impostors introduction [3]. We believe that manual 
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assignment of label can be suitable, due to their small percentage in the user popula-
tion: the cost of updating should be compensated by benefits in improving the  
performance; (3) goats may operate at relaxed updating threshold, say 1%FAR, for 
better capturing large intra-class variations [9], since they are less prone to impostors 
introduction.  
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Fig. 1. ROC Curves showing the initial performance (straight line) and after template updating 
(dotted lines), on the test set, for each partitioned class of clients 

4   Conclusions 

This paper studied the hypothesis of different behaviour of the self update algorithm 
due to the presence of different characteristics of clients in the database. Accordingly 
using the Doddington’s classification, the database is partitioned and self update proc-
ess is applied. Our hypothesis has been confirmed by reported experimental results. 

These preliminary results pointed out that the suitability of self update must be 
carefully analysed on the target user population, although no significant performance 
degradation have been noticed on the four identified groups of users, especially for 
“anomalous” clients (lambs and wolves). On the other hand, performance improve-
ment for the most frequent classes, namely, sheeps and goats, has been pointed out. 
Since they result in covering about 80% of user population, applying update algo-
rithms to these user appears to be worth-while. On the other hand, adjustable updating 
procedures may be taken into account for wolves and lambs. We suggested some 
“guide-lines” by considering the consistence of wolves, lambs, goats and sheeps in 
the user population at hand. 



442 A. Rattani, G.L. Marcialis, and F. Roli 

In our opinion, with regard to above guide-lines and their suitability, the main 
problem to solve is to clearly understand if frequency of users classes, which in our 
study did not partially agree with other achievements at the state of the art, is general. 
It can be easily supposed, and maybe verified, that this frequency may change as 
function not only of users, but also of selected biometric and prediction rules and the 
set used for clients partitioning. But, although frequency of different classes may 
change, the behaviour of self update for each partitioned class may remain consistent.  
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