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Abstract. This paper proposes a survey concerning agent-based architectures of 
interactive systems. This survey is focused on certain models and perspectives. 
Indeed, general agent-based architectures are first presented. Then agent-based 
approaches dedicated to CSCW systems are reviewed. The appearance of web 
services requires new agent-based approaches; basic ideas are introduced. 
Agent-based interactive systems necessitate new tools for their evaluation; an 
example of representative evaluation tool is presented. 
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1   Introduction 

Since 1983 and the Seeheim’s workshop, architecture is an important research topic in 
the Human-Computer Interaction domain. It started by defining recommendations for 
developers, and today, it allows tool definition that will help designing, developing and 
validating interactive systems. Different types of interactive system architectures have 
been proposed in the literature. The paper proposes a survey about agent-based architec-
tures. A first global overview of models available in the literature is showed in Fig. 1.  

The paper is composed of four main parts. In the first one, basic principles of ar-
chitecture models will be introduced; general agent-based approaches will be listed. 
The second part concerns agent-based approaches dedicated to Computer Supported 
Cooperative Work (CSCW). The third part will link agent-based architecture and web 
services domains. Finally, the fourth part concerns evaluation of interactive systems 
based on an agent-based architecture; the first version of a dedicated evaluation tool 
will be briefly exposed. 
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Fig. 1. Global overview of available architecture models 

2   From Seeheim Model to Agent-Based Architectures 

Two main approaches of architecture models were first elaborated: global models, 
and agent-based models. Global models define a precise structure based on a fixed 
number of components, whose role and nature are precisely defined.  The well-known 
Seeheim model is the first of them [1]. It recommends developing user interfaces as a 
separate module, connected to a functional core on which it must lean. The interface 
itself is organized in three parts: the Presentation (devoted to the management of 
inputs and outputs), the Controller (defined as a component that manages the se-
quence of interaction elements) and the Application Interface (which allows the trans-
lation between the interactive “world” and the functional core). The main interest of 
the Seeheim model is to give original definitions that establish good foundations for 
all works on architecture and tools in HCI. For example, the Arch model [2] proposes 
some modifications of the Seeheim model (including the functional core into the 
model, defining an additional component, defining the notion of a “slinky model”), 
but keeps the main definitions, namely for dialogue control.  

Nevertheless, global models bring forward some drawbacks, mainly when trying to 
apply object-oriented approach. While current object-oriented interactive application 
may involve hundreds of cases, the global structure gives no help on defining elemen-
tary interaction classes.  

MVC (Model-View-Controller) [3], and then agent-based architecture models, 
such as PAC (Presentation-Abstraction-Control [4], AMF (multi-Agent-Multi-Facets 
[5]) and AoMVC (Agent-oriented MVC [6]), were designed to solve this problem. 
They define elementary software bricks composed of some parts (fixed number or 
not), and define the relations that must exist between bricks and parts. Some of them 
have been defined as design patterns. So doing, global functions such as Dialogue 
Control or Presentation are split in each elementary agent, what helps to support itera-
tive design. Some tools to help define applications with these models have been de-
signed, see for instance [7]. However, as global models, agent-based architecture 
models suffer from problems. Choosing the right level of decomposition is hard for 
non-experienced developers. More, ensuring strictly the rules of the model (for exam-
ple, a PAC object only knows its father and its sons) may be difficult when imple-
mentation considerations are to be taken into account. 

Hybrid models, which are supposed to benefit the most from the two approaches, 
emerged. Mainly, these models lean on a global definition of the architecture based on 
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the Arch model, and use an object-oriented approach to refine some of the main com-
ponents, such as the Presentation or the Controller. For example, PAC-Amodeus [8] 
facilitates the design of multimodal applications. Another example is H4, a model that 
was defined firstly for the Computer Aided Design area; tools were created for vari-
ous applications, to help the design of applications [9, 10], to help their validation 
[11], or both [12]. Other related research proposes architecture models concerning 
distributed and plastic UI [13, 14]. 

3   Agent-Based Architectures: Approaches Dedicated to CSCW 
Systems 

CSCW systems are not only interactive systems, but also and mainly multi-user dis-
tributed systems. For these reasons their architecture must answer new requirements. 
Three important characteristics are: (1) taxonomy of collaborations, which can be 
either related to the crossing in a matrix location (local or distant), and temporal view 
(synchronous or asynchronous), as suggested by [15], or related to the nature of coop-
eration (asynchronous cooperation, in session cooperation, in meeting cooperation 
and close cooperation [16]); (2) awareness is the information about activities done by 
other actors, needed in synchronous cooperation, which can be actor oriented (their 
effective participation) or production oriented expressed by WYSIWIS (What You 
See Is What I See) acronym with a strict or relaxed view of working data; (3) nature 
of cooperation activities can be examined, as initially proposed by [17] in relation to 
the support of three main kinds of activities, i.e. production, conversation/ communi-
cation and coordination between participants. 

From an architectural point of view, CSCW systems are clearly inspired by interac-
tive systems architectures, i.e. layered, agent and hybrid architecture are also used for 
CSCW systems. We can mention Zipper [18] and Dewan [19] models for layered col-
laborative systems, based mainly on ARCH model adaptation to multi-user distributed 
situations. ALV and AMF-C [20] are the representatives of agent-based systems. They 
generalize PAC agent model for collaborative distributed situations. CoPAC, PAC* and 
Clover (all described in [21]) are typical examples for hybrid systems. In this last case, 
they reuse ARCH model and adapt it to multi-user and distributed situations. All these 
architecture models take into account synchronous collaboration allowing real time 
interaction between cooperating actors. Distant and local interactions are treated in the 
same way, as only mediated interactions are taken into account, i.e. direct local non-
mediated interaction is not supported. Asynchronous collaboration is not addressed 
mainly because in this case multi-user interaction, awareness and cooperative operations 
are not done by interaction. Awareness of shared artifacts (data) and participating actors 
is more or less supported as well as strict and relaxed WYSIWIS. Concerning coopera-
tion activities (production, conversation and coordination), these are either fundamental 
elements (for PAC* and Clover) or naturally integrated (AMF-C). Hybrid architectures 
are either agent-based only in Control part of the model (CoPAC and PAC*) or agent 
orientation can be used also in other parts of the model. 

Recent evolution of cooperative systems is related to the mobility of the actors, 
evolving in augmented real environment with pervasive behavior of the environment 
and related context-aware computing. The concept of nomadism (networking, handheld 
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devices, mobile communicating objects technology, localization and permanent or non 
permanent connectivity) extends the CSCW and allows us to introduce the concept of 
"capillary" CSCW [16]. We use this term by analogy with the network of blood vessels. 
As its name implies, the purpose of the capillary CSCW is "to extend the capacities 
provided by co-operative working tools in increasingly finer ramifications, from their 
use on fixed proprietary workstations to small handheld devices". Main characteristics 
are: management of collaboration and coordination of the mobile actors, coherence and 
validity of the information exchanged between handheld devices which are connected 
only intermittently to the network and the "group" with the aim of having the most syn-
chronized possible information, heterogeneity of the communication protocols of the 
handheld devices and constraints of interface and overall capacity of the handheld de-
vices in terms of size of screen, speed transmission, memory, autonomy, as well as the 
interaction devices. In recent evolution of the AMF-C model, its transformation from a 
fully agent-based system to hybrid system, integration of IRVO perception of new para-
digm of interaction (interaction with real and virtual objects) allows it to fully address 
problems with capillary cooperative systems. 

In this new mobility context adaptation to different interaction devices, environ-
mental situations, software and hardware platforms and user preferences becomes  
the core problem. Adaptation techniques can be classified in four different categories 
ranging from easiest to implement to most powerful: Translation techniques; Markup 
language-based approaches; Reverse and re-engineering techniques; Model-based ap-
proaches. Designing and implementing interactive collaborative applications that are 
adaptable (manually) or adaptive (automatically) to the context of use requires consid-
eration of the characteristics of the user, the interactive platform as well as the con-
straints and capabilities of each environment. A state of the art survey shows us that 
among the large majority of existing approaches for adaptation, the model-based  
approach seems to be the most powerful. Such approach uses high level and abstract 
representations that can be instantiated latter on in the development lifecycle to meet 
specific usability requirements. However, these approaches need to combine apparently 
independent models such as concepts (e.g. UML), task (e.g. CTT), platform (e.g. 
CC/PP) or user profiles. The relationships between these models need to be defined at 
the design step and refined at run-time in order to be able to achieve the overall usabil-
ity. Our belief is that, what we refer to as an interaction model is the right place to glue 
together all the models and usability attributes. This model must support both design 
stage linking other models and run-time. In addition, because Software Engineering and 
HCI have shown the importance of clearly separate functional core from presentation 
components, our interaction model is supported by a well structured architecture. 

In this new version of the AMF-C architectural model [22], we maintain the basic 
characteristic of the model, i.e. the Multi-faceted approach allows the creation of new 
facets, to clarify the behavior and allow automation of implementation process; a 
graphical formalism that expresses the control structure of multi-user interactions and 
adaptation in real time of awareness characteristics; and a run-time model that allows 
dynamic control of interactions. We add IRVO interaction formalism allowing the 
expression of new augmented reality interactions and we structure the system with 
hybrid approach, allowing to mix XML specifications, engine based interpretation 
and connection to real components of functional core or managing new interaction 
devices (Fig. 2). 
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Fig. 2. Relations between Arch model (dashed lines), AMF-C and IRVO models 

4   Web Services and Agent-Based Architectures 

Web services lead to new possibilities and problems concerning distributed system 
design. Fig. 3 suggests a complex industrial organization exploiting web services.  

 
Fig. 3. Example of different actors communicating directly or not via web services [23] 

The traditional web services provide functionalities based on classical client/server 
architecture, but agent-based architectures offer new perspectives in this field. They 
utilize autonomous and proactive behaviors of agents. Interesting new approaches 
appear in the literature. For instance, a technical framework for AWS (agent-based 
web services) is described in [24]; it supports the idea of capturing, modeling and 
implementing service functionalities with autonomous and dynamic interactions. 
Technically agent-oriented software construction, knowledge representation and in-
teraction mechanisms are integrated. Fig. 4 gives an impression of the framework. 
DAML-S (DARPA agent markup language for services) is a semantic markup lan-
guage for describing web services and related ontologies. It has been superseded by 
OWL-S [25].  

A discussion of dynamic web-service invocation by agents can be found in [26]. 
Their infrastructure is a hybrid peer-to-peer model. Agents are used to specify service 
providers and service customers. For this purpose JADE [27] (Java Agent Develop-
ment Environment) is used; it is a framework developed as open source project. A 
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web service can be published as a JADE agent service and agents services can be 
published as web service endpoints (see also [24]). 

Such propositions have to be considered with attention regarding agent-based ar-
chitecture perspectives concerning service-oriented interactive systems. 
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Fig. 4. Integrated technical framework for agent-based web services [24] 

5   Agent-Based Architectures: The Evaluation Problem 

The evaluation of interactive systems aims at ensuring that users are capable of realiz-
ing their tasks. The evaluation methods and tools are numerous and of different types; 
they are generally based on two global criteria: utility and/or usability [28]. When the 
interactive system uses an agent-based architecture, new methodological and concep-
tual questions appear. For instance: how to evaluate such systems? Is it necessary to 
combine several evaluation methods? Is it possible to be assisted by automated or 
semi-automated evaluation tools? How to connect such tools to the agent-based sys-
tems? How to link the agents’ behaviors with the analyzed situations? There are sev-
eral further questions.  

We are particularly interested in automated or semi-automated tools. 
An electronic informer (EI) is a software tool that captures automatically interac-

tions between the user and the UI in real situations in a discreet and transparent way, 
so that the user does not feel hampered by the tool. The captured data are objective 
and can be scientifically analyzed by the evaluators. For a review about EI, we refer 
to [29]. Several tools are available, but very few of them take into account the speci-
ficities of agent-based interactive systems in their evaluation approaches [30, 31, 32, 
33]. The architecture of a tool dedicated to such systems is showed in Fig. 5. This 
kind of EI aims at capturing not only interactions between user and interface agents in 
terms of occurred UI events like other EIs, but also interactions between agents them-
selves in terms of interactions between services. It aims also to go further than other 
EIs to assist evaluators in interpreting analysis results of captured data in order to 
evaluate three aspects of an agent-based interactive system: user interface (UI), some 
non-functional properties (such as response time, reliability, complexity, etc.), and  
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Fig. 5. Example of a tool for evaluating agent-based interactive systems [33] 

 

properties of users to operate systems (ability, habits, preferences, progress of a cer-
tain user, etc.).  

Seven independent modules compose this tool. The module 1 is responsible of cap-
turing events that occur from all agents of the system and then, it saves them into a 
database that will be analyzed by other modules. The connection between this EI and 
the evaluated agent-based system is based on the association of each type of agents 
(interface agents, controller agents, application agents) with a corresponding in-
former. The evaluation can be remotely realized. This module 1 and the evaluated 
system can run on the same machine, or on two different ones on the network. 

After capturing data, this EI enables the evaluator to determine tasks that user has 
realized (module 2). Some synthetic calculations and statistics can be realized on 
captured data such as the number and frequency of occurred events, average response 
time of service interactions, time taken to realize a task, number of successful or 
failed tasks, etc., of any chosen agent or all the agents in any chosen period of time. 
These analysis results will be showed to the evaluator using tables or graphs (module 
3). The tool also enables the generation of Petri Nets (PNs) and the evaluator can 



 Agent-Based Architecture for Interactive System Design 631 

compare PNs (module 4 and 5). A generated PN describes user’s actions in terms of 
UI events (that have ever occurred on interface agents) and system’s actions in terms 
of executed services of agents in order to realize a certain task. Generated PNs are 
called observed PNs or real PNs. The evaluator can compare real PNs to realize a 
certain task of a certain user with theoretical PNs predicted by the designers for the 
same task or he/she can do the comparison between real PNs to realize the same task 
of different users. Exploiting formal aspect of the PNs, such comparisons are very 
useful for evaluators to detect problems of the interface, the system or the users such 
as: bad or useless actions of users, non-optimal way chosen by users to realize tasks, 
failed service interactions, properties of users (habits, evaluation and comparison of 
abilities of different users, supervision of the progress of abilities of a certain user, 
etc.). The analysis results of the module 3, the generation and comparison of PNs, all 
these results can be interpreted with the indications of module 6 (that enables the 
association with an open list of determined criteria) to help evaluators critique the 
system and propose useful suggestions to the designers for improvements.  

This tool is representative of a new generation of tools dedicated to agent-based in-
teractive systems. A lot of research is still necessary in this domain (adaptation to 
different application fields and architecture models, helps in real time…).  

6   Conclusion and Perspectives 

Since the eighties, many models and approaches are proposed in the literature con-
cerning so-called distributed or agent-based architectures of interactive systems.  By 
lack of place, it was just possible to propose a brief overview of this domain, about 
(1) general agent-based architecture models, (2) models dedicated to CSCW systems, 
(3) interactive systems based on web services, (4) evaluation of interactive systems 
using agent-based architecture. Many research and development perspectives can be 
now envisaged. Currently, general agent-based architecture models are mainly used at 
the conceptual level. They allow good design of application, minimizing dependen-
cies and improving maintainability of applications. They need now to be more largely 
used at the implementation level. Their inclusion into integrated development envi-
ronments, such as Eclipse for example, might be the next step to allow tools to be 
developed. Help for software design, simulation, and evaluation are the main topics 
that are to be addressed. 

Capillary cooperative systems need important context adaptation. These mecha-
nisms are more easily elaborated in hybrid architectures using agents in several layers. 
The benefits of autonomous behavior and independence of agent-based systems con-
stitutes an important advantage. Many researches concern currently context-aware 
interactive systems; different types or generations of adapted agent-based architecture 
models have to be progressively proposed. Agent-based systems might help to dy-
namically compose web services. In this way they can support dynamic adaptation of 
workflow systems.  

Many research problems have also to be studied and solved regarding the evalua-
tion of agent-based interactive systems. 
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