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Abstract. We propose a lightweight, tamper-resilient challenge-response
authentication scheme. The scheme that we propose (HB+PUF) is a
variant of the PUF-HB protocol [1] which utilizes Physically Unclonable
Functions (PUFs). We reduce the security of (HB+PUF) in the active
attacker model to solving the LPN problem. The proposed scheme en-
joys strong tamper-resilience due to the PUF properties. We present a
proof of concept implementation for the proposed protocol. To generate
the random bits needed for the protocol, we reuse the PUF circuit as a
Random Number Generator (RNG). This construction shows to be cost-
effective since we will be using the same hardware for authentication as
well as random number generation without incuring any significant over-
head. The overall scheme including storage, tamper-resilience and RNG
can be achieved with less than 1000 gates. The small footprint should
be ideal for constrained environments such as RFID’s, smart cards, and
sensor networks.

Keywords: Provable security, tamper-resilience, lightweight, random
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1 Introduction

Lightweight cryptography has been receiving more attention in the past few
years [10,21]. This attention is mainly motivated by the boom in the next gen-
eration ubiquitous networks. With highly constrained devices such as wireless
sensor nodes, RF identification devices (RFIDs), and smartcards as their main
building block, these networks pose an urgent need for affordable cryptography.
A number of the known results so far reduce the size of the hardware by seri-
alizing classical cryptographic protocols, thus decreasing the circuit’s footprint
[11,22,37,28]. For example, in [37] and [28] the authors present a lightweight im-
plementation of DESL, a variant of DES. The presented function uses a single
S-box 8 times, rather than using the 8 S-boxes needed for DES. With this reduc-
tion, the authors manage to serialize the implementation, therefore decreasing
the footprint. Although these results are very exciting, the approach itself seems
to be inherently limited. Most classical cryptographic protocols were designed
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with little attention to the hardware implementation. Therefore, the protocol
may not lend itself to serialization. Even from a broader perspective, the notion
of taking classical protocols and attempting to squeeze them into a smaller circuit
seems to eventually face natural limitations. A different yet exciting approach
is to explore new protocols which are motivated by the hardware and which are
lightweight in nature [6,31,17,41]. This approach seems harder due to the typical
computational demands of cryptography. Nevertheless, it also seems more likely
to provide a fundamental solution. This point of view becomes stronger when
we consider the diversity of the attacks that target the hardware. While typical
cryptographic protocols might be very secure in theory, one has to take into
account attacks which exploit so called side-channels [26,25]. These attacks are
roughly classified into two groups. Passive attacks solely observe side-channels
(e.g. computation time, power consumption, electromagnetic emanation, temper-
ature attacks etc.) to deduce internal secrets from leaked side-channel profiles.
In contrast, in active attacks the attacker may also inject faults during the com-
putation [27]. Not surprisingly, active attacks are more powerful and are more
difficult to prevent. A tamper-resilient hardware could help in securing devices
from both passive and active side-channel attacks. With all this in mind, it be-
comes vital to introduce secure lightweight cryptographic protocols which are
motivated by the hardware, and which are tamper-resilient.

Two promising candidates for such a task are Physically Unclonable Functions
(PUFs), and the HB-based authentication family. A PUF is a physical pseudo-
random function which exploits the small variances in the wire and gate delays
inside an integrated circuit (IC). Even when the ICs are designed to be logically
identical, the sensitive delay variances will be unique to each IC. These properties
will result in providing the hardware with a level of tamper-resilience. However,
these devices are not known to be provably secure. On the other hand the HB-
based protocols base their security on the hardness of the learning parity with
noise (LPN) problem which is known to be NP-hard [4]. Although the HB-
based authentication schemes are provably secure in strong settings, they all
lack any notion of tamper-resilience. More recently, PUF-HB was proposed [1].
This scheme aimed at merging the two qualities of PUF and HB to produce an
interesting hybrid. However, the work presented in [1] lacked any implementation
results.

Our contribution: We present a proof of concept implementation for HB+PUF,
a variant of PUF-HB which is also provably secure with a much simpler secu-
rity reduction. The reduction only applies to active attacks which do not have
a full man-in-the-middle control of the communication channel. HB+PUF re-
sists the known man-in-the-middle attacks against the HB+ scheme, and shows
strong indications to resist a variety of these attacks. Due to the lightweight
nature of PUFs and the HB+ protocol the presented scheme proves suitable for
lightweight applications. Our implementation takes advantage of the PUF circuit
in order to produce the random bits typically needed for an HB-based authenti-
cation scheme. Note that the existence of a random number generator (RNG) is
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assumed in all HB-based protocols without taking into account the complexity
of such a device. The overall circuit is shown to occupy less than 1000 gates.

The remainder of the paper is organized as follows. In Section 2 we review the
PUF paradigm focusing on tristate PUF circuits. In Section 3 we give a review
of the known HB-based authentication protocols. In Section 4 we define our
notation and describe our proposed protocol. The security analysis is presented
in Section 5. In Section 6 we describe our RNG construction and present analysis
of its randomness. Section 7 describes the proof of concept implementation of
the entire circuit. Finally, we present the conclusion in Section 8.

2 PUF

The idea behind a PUF is to have identical logical circuits observe different
input-output behavior. This goal is achieved by taking advantage of the in-
terchip variations which will vary from one circuit implementation to another.
These variations are directly related to physical aspects of the fabrication envi-
ronment. The reason one might seek to explore such a circuit is to prevent any
ability to clone the system. Additionally, because of the high sensitivity of these
interchip variations, it becomes difficult for an attacker to accurately reproduce
the hardware. Another major advantage of the PUF’s sensitivity is to prevent
physical attacks on the system. Trying to tap into the circuit will cause a ca-
pacitance change therefore changing the output of the circuit. Similarly, trying
to remove the outer layer of the chip will result in a change in the output of
the circuit. We mention here that there are different realizations of PUFs. For
example, surface PUFs were proposed in [36,44] and further developed in [40].
In this paper we focus our attention on the delay-based PUF first introduced in
[14]. For the background information we closely follow the presentation of [1].

A delay-based PUF is a {0, 1}n → {0, 1} mapping, that takes a n-bit chal-
lenge (a) and produces a single bit output (r). The basic idea of a PUF circuit
is to create a race between two signals which originate from the same source.
The original PUF circuit proposed in [14] utilizes multiplexers (MUXs) to im-
plement the needed switches. In this work we use a different implementation
of PUFs, in particular we use tristate PUFs proposed in [9]. Instead of having
two interleaved delay paths, the tristate PUF uses two separate paths of delay
units. This realization of a PUF has the advantage of requiring less gates and
consuming less power. As shown in Figure 1 the delay units of a tristate PUF
are constructed by respectively connecting the input and the output ports of two
tristate buffers. The enable ports of these tristate buffers are connected to each
other, with one of the buffers having an inverted enable input. This assures that
only one of the two tristate buffers will be enabled for a particular input value.
When a pulse is applied at the input of the delay unit, it will pass through only
one of the two buffers. The enable input will determine which tristate buffer
passes the pulse. This will change the amount of delay acquired by the signal
according to the value of the enable input. To build the overall PUF circuit, the
delay units are cascaded to construct a serial delay path. For a PUF circuit, we
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Fig. 1. PUF built with tristate buffers

need two separate delay paths. These delay paths are constructed as shown in
Figure 1. The inputs of the two delay paths are generated by the same source
while the outputs are fed to a flip-flop which we refer to as the arbiter. We assume
the arbiter to be a positive edge-triggered flip-flop. The flip-flop has two inputs,
the data and the clock. When the clock input has a rising edge the data input
is captured at the output of the flip-flop. In the PUF setting, if the path that is
connected to the data input has a smaller delay, then the output of the arbiter
will be 1. Otherwise, the output will be 0.

In [9] the authors derive a linear delay model for the tristate PUF. The model
is represented by an equation which gives the delay difference in terms of the
challenge bits and the parameters of the PUF. Using their model we can relate
the response bit r the challenge bits1 ai using the following function,

r = PUFY (a) = sign

(
n∑

i=1

(−1)aiyi + yn+1

)
.2 (1)

For simplicity we assume that n is even and we define Y = [y1, . . . , yn+1] where
yi denotes the imbalance in the signal propagation paths of the ith stages and
yn+1 denotes the imbalance in the delay between the upper and the lower paths
and the setup time of the arbiter. These variables are dependent on the circuit
itself and will vary from one PUF circuit to another. Sign(x) = 1 if x ≥ 0, and
0 if x < 0. When the argument in sign(x) is zero the output becomes random. It
is not possible to predict the behavior of the circuit when the two signals have the
exact same mismatch. In fact, this behavior will happen to an even larger window
of delay mismatch values. In such cases the PUF is said to be metastable. We will
shortly address this issue by introducing the noise parameter εP . It is important
to note here that the delay variations yi will depend on the fabrication process of
the PUF circuit. Therefore, one would expect these variables to follow a normal
distribution. In particular, the yi values will follow a Gaussian distribution of
1 In this paper we use superscripts with parenthesis to refer to sequences of strings or

bits, i.e. a(j). We use the subscripts to denote bits of a string, i.e. ai.
2 This model is almost identical to the model derived for MUX based PUFs.
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mean zero, and a fixed variance. Without loss of generality, we can normalize
these values and assume they belong to a normal distribution of mean 0 and
variance 1.

The fact that the PUF function could be represented using a linear inequality
means that given a sufficient number of challenge-response pairs (a(i), r(i)) for
a single PUF, an attacker might be able to model the system using standard
linear programming techniques [39,2]. To get an idea of these modeling attacks,
for a 128-bit PUF with about 4000 challenge-response pairs one can model the
PUF with an accuracy of less than 5%. Such an observation seems to completely
undermine the idea of using a PUF. Although a PUF might be tamper-resilient,
it still can be easily modelable. For theoretical and experimental results on mod-
eling a PUF the reader is referred to [14,18,9]. In this paper we view this ability
as an advantage that can help create a more practical system. The ability to
model a PUF will eliminate the need to store a huge database to track all the
deployed devices. The server can store the simple model captured by the real
vector Y for each device. However, note that even with the best ability to model
a PUF there will always be a level of inaccuracy caused by metastability. This
observation is due to multiple reasons. First, the thermal noise will cause slight
fluctuations in the internal variables therefore causing a change in the output.
Second, the two signals propagating inside a PUF will sometimes enter a race
condition such that the decision made by the arbiter will be random. Race con-
ditions are in general the more dominant reason for metastability, and they will
particularly happen when the delay difference between the two internal paths is
less than the resolution of the arbiter. As a result, any PUF device can only be
accurately modeled within a certain level. The best modeling schemes tested so
far can provide an inaccuracy as low as 3% [29]. In our notation we denote the
amount of error that exists in our best model of a PUF circuit with εP .

Next, we introduce an enhancement to the delay-based PUF. We use an n-bit
non-zero binary string x to implement a linear bijection on the input challenge
before it is fed into the PUF. Let a be the challenge string sent to the PUF. To
produce the actual challenge string a′ we treat x and a as elements of a finite
field GF (2n) and compute the product a′ = xa ∈ GF (2n). We next define a new
PUF equation which takes this enhancement as well as the error in modeling the
PUF into consideration3

PUFY,x,εp(a) = PUFY (xa) ⊕ ν, (2)

where ν = 1 with probability εP and ν = 0 with probability 1 − εP . The field
multiplication may be implemented with low footprint using a simple linear
feedback shift register (LFSR) based serial modular polynomial multiplier cir-
cuit. The choice of generating polynomial makes no difference in terms of the
properties of the PUF device. Hence, for efficiency, low-weight polynomials (e.g.
trinomials) may be used in the implementation [3].

3 While this enhancement does not prevent modeling attacks, it will indeed have an
affect on the man-in-the-middle attacks as we will see in Section 5.
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3 LPN-Based Authentication Protocols

In this section we give a quick review of the LPN problem and the different HB
authentication schemes which base their security on the hardness of LPN. We
focus our attention on HB and HB+. For a certain ε ∈

(
0, 1

2

)
the LPN problem

is denoted by LPNε, and stated as: Given k random binary n-bit strings a(j) and
the bits z(j) = a(j) · s ⊕ ν for some s ∈ {0, 1}n, where a · b denotes the binary
inner product between a and b, ν = 1 with probability ε and 0 with probability
1 − ε, then find the binary string s.4

The LPN problem is known to be NP-hard [4]. In [19], the authors show
that the LPN problem is log-uniform and even hard to approximate within a
ratio of 2. Kearns proved in [24] that the LPN problem is even hard in the
statistical query model. The best known algorithm to solve the LPN problem is
the BKW algorithm [5]. However, there has been a number of improvements on
the algorithm with the best running time of 2O(n/ log n) [12,30,33].

In the HB protocol [19], the tag and the reader share an n-bit secret string
s. To authenticate the tag, the reader starts sending randomly generated n-bit
challenge strings a(j). The tag responds with the bit z(j) = a(j) · s⊕ ν where the
variables are as defined in the LPN problem. The tag and the reader repeat the
same step for multiple challenges. Finally, the reader checks to see if the number
of errors in the tag’s response matches the noise level, and decides to accept or
reject accordingly. Note that if the tag’s response did not contain noise, then a
passive attacker would easily be able to deduce s after collecting n challenge-
response pairs using Gaussian elimination. In [19], the authors prove that given
an algorithm that predicts z(j) for a random a(j) with some advantage, then this
algorithm can be used to solve the LPNε problem. However, HB is only secure
against passive attacks. An active attacker can easily repeat the same challenge
multiple times, effectively eliminating the noise and reducing the problem to
Gaussian elimination.

To secure the HB protocol against an active attacker the HB+ protocol was
proposed in [20]. In HB+ the tag and the reader share two n-bit strings s1 and
s2. The tag starts the authentication session by sending a random n-bit string
b(j). The reader then responds with a(j) just like the HB protocol. Finally the tag
responds with z(j) = a(j)·s1⊕b(j)·s2⊕ν, where ν is defined as above. The protocol
is proved to be secure against an active attack on the tag (excluding man-in-
the-middle attacks). In such an adversary model an attacker is not allowed to
obtain final decisions from the reader on whether this authentication session was
successful or not. In [20] and [23] the authors show that in this adversary model
breaking the HB+ protocol is equivalent to solving the LPN problem. However,
as we pointed out earlier, a simple man-in-the-middle attack was demonstrated
on the HB+ protocol in [16]. Note that in a detection based model this attack
will not be successful.

In addition to HB and HB+, there has been a number of other variations such
as HB++ [7], HB-MP [34] and HB∗ [8]. A recent proposal is the HB# [15]. In

4 We follow the LPN formulation given in [23].
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their work the authors propose a modified version of HB+ which uses Toeplitz
matrices rather than vectors for a shared secret. Under a strong conjecture the
proposal is proven secure against a class of man-in-the-middle attacks. In this
adversary model which is referred to as GRS-MIM-model, the attacker can only
modify data transmission from the reader to the tag but not from the tag to
the reader. Not that the GRS-MIM-model will essentially protect against the
previously mentioned man-in-the-middle attack. Our work here is based on the
more recent protocol PUF-HB [1] which introduces PUFs to the HB paradigm.

4 New Authentication Family: HB+PUF

In this section we present the proposed protocol. We will use R to denote the
reader and T to denote the tag. n1 and n2 will be our security parameters. T
and R are both characterized by the set of variables (k, s1, s2, x, Y, εP , ε, u) where
s1, x ∈ {0, 1}n1, s2 ∈ {0, 1}n2 and Y = [y1, y2, . . . , yn1+1] such that yi ∈ N(0, 1)
where N(μ, σ2) is the normal distribution with mean μ and variance σ2. The
noise parameters are ε, εP ∈

(
0, 1

2

)
. We use k to denote the number of rounds

required for authentication. The last variable u is an integer in the range [0, n]
such that εfk ≤ u, where εf = εP +ε−2εpε denotes the total noise in the scheme.

With this notation we describe the basic authentication step. In every round,
T randomly generates b ∈ {0, 1}n2 and sends it to R. Upon reception R replies
with the challenge a ∈ {0, 1}n1. Finally, T computes

z = a · s1 ⊕ b · s2 ⊕ PUFY,x,εp(a) ⊕ ν , (3)

where ν = 1 with probability ε and 0 with probability 1 − ε. Notice that this
is very similar to the basic authentication step in HB+. The only difference is
that here we add a PUF operation. In order for R to authenticate T , the same
basic authentication step is repeated for k rounds. In every round R checks to
see if T ’s response is equal to (a · s1⊕ b · s2⊕PUFY,x,0(a)). If the response is not
equal to this term, R marks the response wrong. At the end of the kth round,
R authenticates T if and only if the number of wrong responses is less than u.

In general, any entity can interact with the reader and try to impersonate an
honest tag. To capture such interaction, let E be any entity trying to authenticate
itself to the reader Rσ characterized by σ = (k, s1, s2, x, Y, εp, ε, u). Following the
notation in [23] we define 〈E ,Rσ〉 := 1 iff E is authenticated by the reader, and
is equal to 0 otherwise. The following protocol formalizes this interaction:

Protocol 1 (HB+PUF): 〈E ,Rσ〉
1. Rσ sets the counter c = 0
2. E sends b ∈ {0, 1}n2 to Rσ

3. Rσ choses a ∈ {0, 1}n1 uniformly at random and sends it to E
4. E sends z to Rσ

5. if z 	= a · s1 ⊕ b · s2 ⊕ PUFY,x,0(a) then c = c + 1
6. Steps 2 through 5 are repeated for k iterations
7. If c ≤ u then 〈E ,Rσ〉 = 1, otherwise it equals 0.
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5 Security Analysis

In this section we show that the proposed protocol HB+PUF is at least as se-
cure as the HB+ protocol. We also discuss security against man-in-the-middle
attacks. Finally, we consider the parameter selection to obtain a secure imple-
mentation. The reduction from HB+PUF to HB+ is in fact very simple. As
can be seen from Equation 3, the HB+PUF protocol utilizes all the terms of
HB+, and only adds a PUF operation. Therefore, it should be expected that
the HB+PUF protocol can not be less secure than the HB+ protocol. We now
formalize this intuition by showing that any algorithm capable of successfully
attacking the HB+PUF protocol can be used to successfully attack HB+. The
HB+ protocol uses a tag T +

τ and a reader R+
τ both of which can be characterized

by the string of variables τ = (k, s1, s2, ε, u). The variables in τ are defined as
we have done for the HB+PUF variables in Section 4. We also use 〈E ,R+

τ 〉 to
indicate an authentication session between any entity E and an HB+ reader R+

τ

using the HB+ protocol. Similar to Protocol 1, 〈E ,R+
τ 〉 = 1 when the reader

authenticates and 0 otherwise. This notation mostly follows the work presented
in [23]. Recall from the previous section that in the HB+PUF protocol we use
a tag Tσ and a reader Rσ both of which can be characterized by the string of
variables σ = (k, s1, s2, x, Y, εp, ε, u). We next state the reduction and keep the
proof to Appendix 8. We prove the reduction in the active attacker model used
to prove the security of the HB+ protocol. In this model the attacker interacts
with the tag in a learning session before he attempts to impersonate as the tag
to an honest reader5.

Theorem 1. Let A be an algorithm which interacts with an honest HB+PUF
tag Tσ for q authentication sessions to achieve Pr[〈A,Rσ〉 = 1]> δ, where
Rσ is an honest HB+PUF reader. Then, there exists an algorithm A′ which
can interact with any HB+ tag T +

τ for q authentication sessions to achieve
Pr[〈A′,R+

τ 〉 = 1]> δ, where R+
τ is an honest HB+ reader.

We point out that in the PUF-HB scheme the security reduction is much more
involved since the secret s1 is replaced by the PUF operation. Theorem 1 poses
an immediate question of how the HB+PUF protocol behaves in relation to the
the known man-in-the-middle attack against HB+ [16]. Briefly, in this attack an
adversary replaces all the challenges {a(j)}k

j=1 sent from the reader in a single
authentication session by {a(j) ⊕w}k

j=1 where w ∈ {0, 1}n1. The attacker knows
that the challenges will interact with the secret s1 through a(j) ·s1. At the end of
the k rounds, if the reader authenticates the tag, then the adversary can deduce
with very high probability that his changes did not affect the responses of the
tag, and therefore w·s1 = 0. On the other hand, if the reader rejects the tag, then
the adversary will know with a very high probability that w · s1 = 1. Repeating
the same attack n1 times will allow the adversary to collect n1 linear equations

5 We only need HB+ to prove the reduction to the LPN problem. However, HB+ is
reduced to the LPN problem under the same attacker model used here.
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containing s1. Therefore, the adversary can use Gaussian elimination to solve
for s1 with a high probability.

As we pointed out earlier, one of the main reasons for such an attack to work
is the linearity of the inner product operation. In our scheme the challenges
a(j) are not only subjected to the inner product operation a(j) · s1, but also to
a PUF operation a(j) · s1 ⊕ PUFY,x,εp(a

(j)). With both operations being used,
an adversary will need to find a way to modify the challenges such that he
can deduce information about each of the two operations separately. To see
why a PUF operation will help against the man-in-the-middle attacks, notice
that on one hand the PUF is inherently non-linear due to the sign operation.
Therefore, it will prevent against any simple man-in-the-middle attack trying
to explore linearity, such as the attack in [16]. On the other hand, it has been
shown in [1] that the probability distribution of two different challenges a(1)

and a(2) yielding the same output from a PUF operation, will only depend on
the Hamming distance between a(1) and a(2). This means that any successful
man-in-the-middle attack would have to exploit the Hamming distances between
different challenges. However, recall from the end of Section 4 that the PUF
circuit used in HB+PUF implements a field multiplication over GF (2n1) with
the secret string x. This multiplication will partially obfuscate the Hamming
distance between different challenges. Therefore, the attacker’s ability to deduce
correlations between the inputs and the outputs of the PUF will be partially
hindered.

Note that here we are talking with respect to the GRS-MIM model introduced
in [15]. To protect against the most general class of man-in-the-middle attacks,
we suggest adding a second PUF circuit to operate on the b(j) strings sent by
the tag. In such a scheme the response of the tag would be

z = a · s1 ⊕ b · s2 ⊕ PUFY1,x1,εp1(a) ⊕ PUFY2,x2,εp2(b) ⊕ ν . (4)

The suggested scheme will be more demanding in terms of hardware and power.
However, we predict that it will be resilient against man-in-the-middle attacks.

We finish this section by discussing security parameters for an implementation
of the design. As shown by Theorem 1 our protocol is at least as secure as the
HB+ protocol, which in turn is at least as hard as solving the LPN problem. All
with respect to the active attacker model. In [30] the authors give a careful study
of the BKW algorithm for solving the LPN problem. They conclude that the
parameters first introduced for the HB+ protocol by [20] and then by [23] do not
provide sufficient security. In our implementation we follow the new parameters
suggested by [30] and later adopted by [15]. To achieve 80-bits of security we
choose n1 = 80, n2 = 512, εf = 0.15 and k = 200. Note that εf is not a separate
parameter but rather a result from εp and ε. In our implementation we will have
εp = 0.15 and ε = 0.

6 PUF-Based RNG

In Section 2 we discussed the inherent metastability in a PUF circuit. As we
pointed out earlier, these metastable states result from either environmental
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fluctuations, or race conditions which occur between the two propagating signals
inside a PUF. In this section, we outline how metastability could be used to
generate random bits. We note here that using a PUF circuit as an RNG is not
a new idea. It has been previously proposed in [35]. In their design the authors
use an LFSR to generate a stream of challenges. Each challenge is fed to the
PUF multiple times in order to decide whether the challenge is metastable or
not. Finally, the metastable outputs are used to extract randomness. In our
approach, we take advantage of a PUF feedback setting. This approach will
essentially remove any need to separately check each challenge for metastability.
Therefore, decreasing the control logic, and increasing the throughput.

Our RNG design is based on a shift register feeding a PUF circuit in parallel.
As we have concluded in Section 5 the size of the PUF and thus the size of the
shift register will be 80 bits. The register is initialized to a random bit string.
At every clock cycle the output of the PUF is fed back to the most significant
bit of the shift register, while the least significant bit is discarded. This mode
of operation will ensure a continuous stream of bits. Without metastability no
randomness is expected to come out of this construction. Therefore, to assess the
generated randomness we need to get a good estimate on the ratio of metastable
points.

In order to get an estimate for the metastability ratio, we implemented the
PUF circuit on a Xilinx XC2VP30 FPGA. In typical PUF implementations,
extra precautions are taken to prevent metastability. However, we are interested
in having a high level of metastability. This is the case, since we use the PUF
in a noisy authentication scheme, and as an RNG. To help induce a higher
level of metastability we allow close adjacency between the PUF circuit and
other parts of the implementation. We carried out a restart test by collecting
1000 different bit streams. Each bit stream was collected after the system was
reset and initialized to the same state. In a completely stable system, these
bit streams would have to be identical. However, in a metastable system, every
time a metastable point occurs these streams are expected to break into two
groups, with each group following a different choice of the metastable point.
After tracking all the bit streams we found that after 6400 bits all the 1000
streams were in completely different states, therefore suggesting the occurrence
of 1000 metastable points. This yields an overall metastability ratio of about
15%. With this ratio, we can insure that the output always contains a metastable
point by Xor-ing every 8 consecutive bits and using the result as the output of
the RNG.

To verify the statistical quality of the RNG output, we collected a large num-
ber of bit streams and analyzed them with the NIST statistical test suite. As
recommended by the NIST tools, every bit stream contained 20, 000 points. The
test suite reports a proportion value, which reflects the ratio of bit streams which
actually passed this particular test. The final results we obtained are shown in
Table 1. The NIST tools return a statistical result where even a true random
number generator could fail in some of the runs. We can conclude from the shown
results that the proposed RNG is a reasonably good generator.
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Table 1. NIST suite results

Test Name Proportion

Frequency 100%
Frequency within block 100%
Longest run of ones in block 95%
Cumulative sum 100%
Runs 100%
Discrete Fourier Transform 100%
Non-overlapping template matching 95%
Overlapping template matching 97.5%
Maurer’s Universal 100%
Approximate Entropy 97.5%
Serial 97.5%
Lempel-Ziv Complexity 100%

7 Implementation

The authentication scheme presented in Section 4 is implemented as shown in
Figure 2. The PUF circuit is positioned at the center of the implementation
to ensure tamper-resilience for the entire circuit. As we have verified from our
FPGA implementations of a PUF circuit, any change in the surrounding hard-
ware to the PUF circuit will result in changing the PUF’s internal variables.
We point out here that a PUF can easily protect against active side-channel
attacks. However, for passive side-channel attacks a designer might have to re-
sort to standard power balancing techniques [42,43,38]. Although effective, these
technique will incur about 200 − 400% area overhead. A cost too high for ligh-
weight implementations. Our authentication architecture runs in two different
modes of operation during the entire protocol.
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Fig. 2. PUF Authentication Scheme

RNG Mode: In this mode the PUF circuit acts as a random number generator.
As explained in Section 6 the random string b ∈ {0, 1}512 is achieved using a shift
register along with the PUF circuit. This shift register is initialized with the ini-
tialization value (IV) stored in an 80-bit ROM structure. The shift register will
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be serially initialized to (IV) in RNG mode. For the remainder of the RNG op-
eration the serial input of the shift register will be fed back by the output of the
PUF. Conveniently enough, we do not need to store the entire random string b
generated by the PUF. As b is generated 1 bit at a time, we can serially compute
the inner product b · s2, and at the same time serially transmit b to the reader.
It is important to point out that in the RNG mode, the system will not be able
to detect any active side-channel attacks. With a stream of random bits, the at-
tacker’s effect is gone undetectable. This will not be a major problem since any
invasive attack on the circuit will permanently affect the PUF circuit. Therefore,
as soon as the circuit is back to PUF mode, the attack can be detected. In the case
where more gates are dedicated for security purposes, two separate PUF circuits
can be used for authentication and random number generation.

PUF Mode: In this mode we perform the serial field multiplication xa which
will be the input of the PUF. The hardware component Shift Register/Serial
Multiplier shown in Figure 2 is used for this multiplication. The serial input of
this shift register comes from the input a which is serially received. The field
multiplication is realized through an LFSR serial multiplier, and is carried out in
parallel with the inner product operation a·s1. These two operations will operate
serially and will take about 80 cycles. The result of the field multiplication xa
is fed to the PUF as the challenge input. The response bit of the PUF is then
XOR-ed with the inner products a · s1 and b · s2. Finally, the response of the
entire circuit r is transmitted to the reader. Note from the last section that the
ratio of metastability was about 15%. This matches the overall desired noise.
Therefore, there will be no need for an added noise parameter ε.

To estimate the gate count, HB+PUF was developed into Verilog modules
and synthesized using the Synopsys Design Compiler. For the synthesis we used
the TSMC 0.13 μm ASIC library. The circuit components and their gate count
are explained as follows:

-ROM Structure: The IV for the RNG and the private keys s1 and s2 are
stored inside the hardware and they are unique for each tag. Instead of utilizing
flip-flops to store these values, we designed a ROM structure for low-area storage.
To minimize the area usage, we used a design similar to a look-up table. Separate
architectures are needed to store s1, s2 and IV. Since s2 is 512 bits, s1 and IV
are 80 bits, we have 672 bits of total ROM area. Synthesis results show that 110
gates are required for this storage.
-PUF Circuit: In our authentication scheme, we utilize an 80-bit PUF circuit.
As pointed out in Section 2 we use the tristate PUF implementation presented in
[9]. This particular PUF implementation is of interest due to its low-power and
low-area features. When we used the tristate PUF design our synthesis results
showed the area of the PUF to be 350 gates. However, with custom circuit design,
where each tristate buffer utilizes about a single gate, this number was reduced
to 160 gates.
-Shift register/Serial Multiplier: The shift register has a total size of 80
bits. The structure also contains a number of XOR gates used to achieve the
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field multiplication. In addition, 2-to-1 multiplexers are used to decide which
inputs feed the individual flip-flops of the register. Synthesis results show that a
total equivalent of 500 gates is needed for this structure.
-Serial inner products: The AND and XOR components shown in Figure 2
are utilized for serial inner product operations. The boxes labeled as s2 · b and
s1 · a are single flip-flops storing the results of the inner products s2 · b and s1 · a
of Protocol 1. They work as accumulators. In each clock cycle, one bit of s2 and
one bit of b pass through an AND gate and the result is XORed with the value
in the accumulator flip-flop. The same procedure is repeated for s1 and a. In the
end, the results in the accumulator registers s2 · b and s1 · a are XOR-ed with
the result of the PUFY,ε(xa) and the result is sent to the output as r. The area
for these operations is estimated at 50 gates.
-Control logic: The control logic for this scheme is quite simple. For the ROM
structures storing s1 and s2, a single 9-bit counter is needed. Since the inner
products for s1 and s2 are operated in parallel, a single counter is enough for
both operations. For the RNG a 3-bit counter is needed to track the XOR-ing of
each 8 consecutive bits. This can be interleaved with the inner product operation
s2 ·b. The architecture has only 2 modes of operation. Therefore, a single flip-flop
would suffice to track the state of the hardware. The total area of the control
block is estimated at about 150 gates.

The total area of the authentication hardware is 970 gates. This is below 1K
gates, a typical threshold for the RFID’s footprint allotted for security [37].

8 Conclusion

In this paper we presented a tamper-resilient and provably secure authentica-
tion scheme requiring less than 1K gates. We proved the security of our scheme
against active attacks, and against known man-in-the-middle attacks. Moreover,
the proposed scheme seems resilient against a more general class of man-in-the-
middle attacks. We also demonstrated an efficient method for generating the
random bits needed for our proposed protocol. This was done without incurring
significant overhead to the hardware, and by reutilizing parts of the authentica-
tion circuit.

Our work here opens an interesting avenue for exploring cryptographic algo-
rithms naturally supported by the hardware. For future work one might hope
to explore modifications to the current protocol which might yield provable se-
curity against man-in-the-middle attacks. This problem has been addressed by
multiple proposals, but no proof has been provided.
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Appendix A

Proof of Theorem 1

Proof. The basic operation of A′ is to map a given τ = (k+, s+
1 , s+

2 , ε+, u+)
characterizing the HB+ tag and reader to σ = (k, s1, s2, x, Y, εp, ε, u) used to
characterize an HB+PUF tag and reader. Note that all the variables in the HB+

protocol are still used in the same manner in the HB+PUF protocol. Therefore
we can create σ+ =

(
k = k+, s1 = s+

1 , s2 = s+
2 , x, Y, ε = ε+, εp = 0, u = u+

)
. The

variable x is chosen randomly to be any string in {0, 1}n1. The (n1+1) real vector
Y is chosen such that yi ∈ N(0, 1). A′ runs as follows: It initializes A and allows it
to carry its communication with T +

τ . In particular, A′ passe the vector b sent by
T +

τ to A which will reply with the vector a. Again A passes a back to T +
τ . Finally,

when T +
τ returns its response z, A′ returns ẑ = z⊕PUFY,x,0(a) to A. The same

step is followed for all q authentication rounds between T +
τ and A. When A′

wants to authenticate itself to R+
τ , it again runs A in its authentication phase. A

will start by sending the radnom string b(i). A′ will pass the string directly to R+
τ

which will respond with the vector a(i). A′ passes a(i) back to A. Finally, when
A returns its response z(i), A′ returns ẑ(i) = z(i) ⊕ PUFY,x,0(a(i)) to R+

τ . The
algorithm A′ repeats these steps for all k rounds of the authentication session,
such that i = 1 . . . k.

To see why this will actually work, notice that in the first q rounds A is getting
the response ẑ which is effectively responses from a tag Tσ+ . This means that
at the end of the q authentication sessions A will have effectively communicated
with Tσ+ . In the authentication phase, when A′ tries to authenticate itself to
R+

τ , it uses the algorithm A which will be trying to authenticate itself to Rσ+ .
Assuming that A will succeed in impersonating Tσ+ with probability larger than
δ, then the responses returned by A which are z(i) will match the responses of
an honest tag with probability larger than δ. However, this immediately implies
that the responses returned by A′ to R+

τ which are ẑ(i) and which differ from
z(i) with the term PUFY,x,0(a(i)) will match the responses of an honest tag with
probability larger than δ. Therefore, A′ should also succeed in impersonating a
tag T +

τ with probability larger than δ.
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