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Abstract. Natural language text and source code are very different in
their structure and semantics. Source code uses words from natural lan-
guage such as English mainly in comments and identifier names. Is there
an inherent difference in the way programmers read natural language
text compared to source code? Does expertise play a role in the reading
behavior of programmers? In order to start answering these questions,
we conduct a controlled experiment with novice and non-novice pro-
grammers while they read small short snippets of natural language text
and C++ source code. This study is a replication of an earlier study by
Busjahn et al. [1] but uses C++ instead of Java source code. The study
was conducted with 33 students, who were each given ten tasks: a set of
seven programs, and three natural language texts. They were asked one
of three random comprehension questions after each task. Using several
linearity metrics presented in an earlier study [1], we analyze the eye
movements on source code and natural language. The results indicate
that novices and non-novices both read source code less linearly than
natural language text. We did not find any differences between novices
and non-novices between natural language text and source code. We com-
pare our results to the Busjahn study and provide directions for future
work.

Keywords: Eye tracking study · C++ · Program comprehension ·
Natural language

1 Introduction

Programmers are required to not just write source code, but read and compre-
hend it as well. The better a programmer comprehends code, the better they
will be at debugging and finding faults. Programming is not as straightforward
as it may seem to the beginner programmer. While it may look linear in its
structure, source code is very different from natural text. It is not commonly
read and executed left to right, top to bottom. Rather, it skips up and down,
only using what part of the program is needed at the time that it is called i.e.
the control flow. Natural text such as English prose, on the other hand is read
from top to down and left to right.
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We derive our inspiration from a study conducted by Busjahn et al. [1].
They compared eye movements of novice and expert programmers who were
asked to read and comprehend natural language text and Java programs. They
found that novices read source code less linearly than the natural language texts.
In addition, the experts were found to read code even less linearly than the
novices. In this paper, we replicate the Busjahn et al. study because we wanted
to determine if their results still hold for C++ on a different sample. We do
not label our participants as experts and we did not have any participants from
industry. Rather, we split our participants as novices and non-novices as detailed
in Sect. 3.

The motivation behind this replication is to add to the growing research that
is focused in the area of natural language and source code comparison. Current
research shows little to no proof that being a novice or expert programmer affects
the readability of source code. Since it is very likely that programmers start with
reading code written by others, code comprehension plays an important role in
programming. In this paper, we propose two different research questions.

– RQ1: Is there an inherent difference in the way novice and non-novice pro-
grammers read natural language text compared to source code?

– RQ2: Does expertise play a role in the reading behavior of programmers, in
particular, with respect to linear reading?

If we can begin to analyze these patterns and behaviors, it can help to better
our methods and practices of teaching and programming overall.

The paper is organized as follows. We discuss some related work in the area
in the next section. In Sect. 3, we introduce the study and discuss the results in
Sect. 4. Finally we present our conclusions and future work.

2 Related Work

Eye trackers are devices that are able to detect where on a screen a user is
looking. An eye tracker will typically record two different types of data, saccades
and fixations. A fixation is where an eye has come to rest on part of the screen
for a given amount of time. A saccade is the movement from that fixation, to
the next fixation. The time for these can vary but is frequently between 200 and
300 ms. Analysis programs will often mark fixations with a dot that grows the
longer a user focuses on a spot on the screen. These dots are connected by a line
called a scan path [2].

The area of investigation of our study falls under the general area of program
comprehension. A program is defined as a set of instructions that are written to
perform a specified task. Program comprehension can be defined as the under-
standing of these lines of code typically written in some language such as Java
or C++. There have been several different studies done in the field of program
comprehension, many focusing around fragments of code or beacons. While these
beacons still play a major part in program comprehension, it has been shown
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that they are not often the same between all users. That is to say that different
programmers see code in different ways [3].

A more recent study took a look into the way that students can retain infor-
mation by reading in a less linear pattern. Raina et al. ran a study to see if
information presented in a segmented pattern as opposed to a linear pattern
would help students to better understand what was presented to them [4]. Using
an eye tracker they were able to look at reading scores and reading depth to
gather data. The study conducted used a group of 30 students (cut down to 19
due to inaccurate calibrations). Using a control group and a treatment group,
they were given the same module in C++. The control group had the module in
a linear format. The treatment group used a segmented format. Results showed
that when reading in segments, students had higher reading and depth scores.
They were able to not only focus on the information presented but understood
it better than those reading in a linear fashion.

To expand and study the way that users read programming code, a study was
done on the way that programmers read code with syntax highlighting [5]. The
study looked to find if it was beneficial to the student to have syntax highlight-
ing (colorization of specific keywords and constructs) from different software
development environments. The study included 31 participants using the C#
programming language and separated them into two groups: black and white
code and code with syntax highlighting. The program having no errors, and the
omitting of a time limit gave the programmers adequate time to go through the
program to determine its output. The data was recorded with several metrics
including fixations, regressions, and scan percentage. In conclusion, the study
showed that there was minimal difference between all three metrics. This sug-
gests that syntax highlighting, while possibly more pleasing to the eye, does not
make a significant difference in the reading patterns of a programmer. However,
in a different study, Sarkar found that highlighting did help with task completion
but the effect decreased as programming experience increases [6].

One of the first studies done on natural language versus computer language
led to a belief that natural language may be simpler than programming code.
Having only been studied on novice programmers, this left room to expand
research to include both novice, non-novice, and expert programmers [7]. Fol-
lowing on Crosby’s research into beacons [7], Fan’s study focused on beacons and
comments within programming code and the benefits they have on program com-
prehension. The study showed the same findings as Crosby in that beacons are
noticed differently by each programmer. It also did find that comments within
code helped improve code comprehension [8].

Focusing on a different area than natural language and code comprehension,
Sharif et al. turned to the comparison of programming languages. The study
used students that were studying programming, broken into groups based on
their knowledge of both Python and C++ programming languages. The C++
group did have more participants, this was directly related to the amount of
programming courses offered to the students. The students had three different
tasks that involved finding bugs as well as the overview of two different tasks.
Using accuracy, time, fixation counts, and fixation duration, the study showed
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that accuracy higher in C++, also that novices took longer overall in C++. This
group also had higher fixation counts than the Python group. The students doing
Python tasks took longer than those using C++. While these metrics showed
different, the final data analysis showed that there was no significant statistical
difference when comparing the two programming languages [9].

Sharif and Maletic took a look into using an eye tracker to gather data on
the different identifier styles i.e., underscores versus camel case [10]. The eye
tracker was an improvement on a previous study [11] that used response time
to get data between the two styles. Using the eye tracker, it was found that the
different naming styles had a different effect on time as well as effort to detect
identifiers within source code. It was shown that camel-casing affected speed
of novice programmers. The final data analysis revealed that there was a large
improvement when it came to speed and effort when underscores were used.

Focusing on a different aspect of code reading than styles or languages, a
group of programmers took a look directly at the reading of code reviewers.
Code reviewing has been used and proven to help improve already written code.
A study done in 2002 on code reviewing sought to find out if a different code
reading technique prevailed over others. They took a look at different metrics
such as duration, gazes, glances, line identification and line reading. A lot of
the software was developed in house so that the data the eye tracker recorded
suited their needs for analysis. The five programmers chosen were to review six
programs. Among the programmers it was commonly found that the reviewers
would read code in a linear fashion the first time (referred to as a scan) reading
and then go back and piece apart the code. Results showed that different code
reviewers used different reading patterns involving recursive styles and focus on
variables [12].

Using eye-tracking to aid in computer science education is an ever growing
field of interest. In 2010 a study was done that looked at program comprehension
for educators in the computer science field [13]. It broke down a programmer’s
thought process into different sections to help better identify learning concepts.
External representation is any part of a program outside of the programmers
current known knowledge. Cognitive structure is what is already known to the
programmer, and assimilation process is how a programmer tackles the current
programming problem. They broke down program comprehension into several
different models. In the end, the study concluded that there is no single way to
learn reading and comprehension of programs. Also that being open to how a
program operates by reading code, is like different patches of knowledge coming
together to better understand a program as a whole.

In 2013 when Busjahn and Schulte studied code reading, they found with
a small group of 6 participants that there was a direct link to comprehension
of algorithms and code constructs used [14]. Following this study a workshop
was conducted that determined that even after a single programming course it’s
possible for the reading techniques of a programmer to change. Even from the
beginning of a programming class, to the end, a novice programmer can read
code different.
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Eye-tracking and code comprehension studies are very detail oriented and
can often be time consuming. A study done by Marter et al. [15] took a look at
reducing study time by doing a study on the readabilty of source code using nat-
ural text. Marter’s study had a unique setup in that it did not use programmers
or programming code. The program was focused on using identifiers and the
readability of those identifiers. They primarily did this study due to the claims
that programming experiments can be quite costly and time consuming. The
study set out to with one primary focus, finding if the similarity and the number
of identifiers has a part in the readability of source code. They set out to do this
study by having users read short snippets of natural language text with iden-
tifiers in it. After having read the text each user was asked two questions. One
of these questions would relate to an identifier that was associated to the text,
the other fulfilling criteria within the text. Each one of these readings was timed
until a correct answer was given. The results of the study showed that while it is
easy to produce a quick experiment and get data from multiple subjects, there
are strong risks that come in to play. Whether a study of this type can relate
directly to source code and the understanding of source code being one of them.
The study itself does show a way to create quick lightweight studies, used for
specific experiment types. They should not replace a controlled study confirming
a hypothesis [7].

3 The Study

This study seeks to analyze and compare the reading and comprehension of
natural language text and C++ source code. The main purpose of this study is
to determine if natural text is read differently from source code and determine
if novice programmers read differently than non-novices.

3.1 Data Collection and Tools

We used a Tobii X60 eye tracker which recorded at 60 Hz and was able to gen-
erate 60 samples of eye movements per second. The device is a non-intrusive
eye tracker, meaning that a user does not need to wear it. The eye tracker is
stationary on a desk between the user and monitor. The eye tracker is capable
of compensating for head movements. We used a High Definition 24” monitor at
1920× 1080 resolution for the study and an identical monitor for the moderator.
Audio and video was recorded via a webcam. We used several different metrics
via the Tobii Studio software that included fixations, durations, validity, areas
of interest, gaze positions, timestamps, pupil size, validity codes, as well as start
and end times for each trial.

3.2 Study Variables

The independent variables are the type of stimulus: source code or natural lan-
guage text and the expertise (non-novice or novice) of the test participant. The
dependent variables being the linearity metrics shown below taken from Busjahn
et al. [1].
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– Vertical Next Text: The percentage of forward saccades that either stay on
the same line or move one line down.

– Vertical Later Text: The percentage of forward saccades that either stay on
the same line or move down any number of lines.

– Horizontal Later Text: The percentage of forward saccades within a line.
– Regression Rate: The percentage of backward saccades of any length.
– Line Regression Rate: The percentage of backward saccades within a line.

In addition to the linearity metrics, we also measure Saccade Length, which
is the average Euclidean distance between every successive pair of fixations and
Element Coverage, measured by the fraction of words that the participant looked
at. Element Coverage and Saccade Length were used to measure the differences
between non-novices and novices while the first five measures were used to ana-
lyze reading styles and were mostly used to compare source code to natural
language text.

3.3 Participants

For the study we used 33 students from Youngstown State University ranging
from 0 to 5 years or more of programming experience. We grouped the students
into two groups. We consider a non-novice to be a student who was exposed to
programming in a prior course. They are typically students enrolled in a higher
level course. Novices on the other hand had little or no programming background.
The novices were recruited from the Introduction to Programming course and
were all given extra credit. They were familiar with various concepts such as
variables, looping structures, and data types all done in C++. All participants
filled out a questionnaire before the study, we had a total of 18 male and 15 female
participants between the ages of 18 and 27. All students were able to speak, read,
and write in English, the native language of a majority of participants.

3.4 Tasks

Tasks given to the students were three different natural text paragraphs and
seven small C++ programs. The different natural language text programs were
all non related topics and were the same ones used by Busjahn et al. [1]. They
discussed government and economy, the history of black powder, and the effects
of dung beetles into a new environment. The C++ programs were all formulated
with the understanding that novice programmers were part of the study. Given
that information, we made the programs easy enough for a student going through
the Introduction to Programming course to figure out. We included different
concepts in each program including loops and nested loops, as well as input
statements. While there was a range in difficulty of the programs, they were not
overly difficult.

The natural text tasks were presented first (in a random order) followed by
the seven source code tasks (in a random order). Subjects announced out loud
when they were ready to begin the test and used the mouse to continue on to
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the next slide. Subjects selected one of three numbers (in a random order) after
each task and answered the question that followed using the mouse or keyboard.
After each task, subjects were presented with a short questionnaire about the
difficulty of the task and their confidence in their answer. After all tasks were
answered, test subjects were presented with a post questionnaire that asked
about difficulty, time needed, and if any problems occurred during the test.

There was no time limit given to the participants of the study. They were
allowed as much time as needed to finish each Natural language and source
code task. Participants were also given as much time as needed to answer the
comprehension questions. Each comprehension question was one of three types;
a summary of the task, a multiple choice question about the task, or a fact about
the text/the output of the source code. The comprehension questions, chosen at
random, helped to better understand a participants ability to read a program.
The random options helped deter participants from discussing answers with
each other. A replication package with all tasks and study material is available
at http://sereslweb.csis.ysu.edu/HCII2017.

4 Study Results

We present the results in terms of our two research questions. We first describe
how the data was processed followed by comprehension task and timing results.
Threats to validity and a discussion is also presented.

Before we ran statistical tests on the data, we needed to map the fixations
on source code elements, which was done using eyeCode [16]. eyeCode is able to
automatically determine lines and words given an image stimulus. These lines
and words form the areas of interest (AOI). In our case the image stimulus is
the natural language and source code tasks. eyeCode also maps the fixations on
corresponding words so we are able to determine which fixation falls on which
word in natural text or source code. We use the abbreviation NT for natural
language texts and SC for source code.

4.1 Comprehension Scores

We observe that overall non-novices scored higher than novices. We also observer
the gap between novices and non-novices per task. The gaps are larger for difficult
programs like SignChecker and PrintPattern. The other programs that fell into
the medium and easy difficulty category had less of a gap between novices and
non-novices. This indicates that novices had a hard time giving a correct answer
for difficult problems. See Fig. 1 for the average comprehension score for novices
vs. non-novices within each task.

4.2 Response Time

We recorded the time that it took each user to go through each task. The time
differences showed similar results to the comprehension scores. Both novices and

http://sereslweb.csis.ysu.edu/HCII2017
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Fig. 1. Average comprehension scores for all participants.

non-novices spent the least amount of time in SC4 which was a small and simple
program. Similar to comprehension scores, the gaps between novices and non-
novices are much more apparent in difficult programs. Non-novices also tend to
take the study more seriously compared to novices and so they spend more time
on the tasks. A Mann-Whitney test reveals no significant differences in time
between novices and non-novices (p = 0.866, U = 126). See Fig. 2 for completion
time per task for novices vs. non-novices.

4.3 Element Coverage and Saccade Length

Novices: For element coverage, we found that 31.7% of NT in novices were looked
at and 34% of elements were looked at for SC. Both saccade length (p< 0.001)
and element coverage (p = 0.03) are significantly different between NT and SC
indicating that these two types of stimuli are quite different in terms of their
cognitive load for novices.

Non-novices: For element coverage, we found that 28.37% of NT in non-novices
were looked at and 33.43% of elements were looked at for SC among non-novices.
Both the saccade length (p = 0.001) and coverage (p = 0.01) were significantly
different for NT and SC in the non-novices group as well.

We also notice that the saccade length is higher for NT than SC for novices.
This means that in NT they jumped a few lines more than in the SC. The same
can be seen in the non-novices group. However, we find that the saccade length in
the non-novices SC category is lower (by 9 points) than the novices SC category.
For NT, the non-novices have higher (15 points more) saccade length compared
to the novices NT category.
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Fig. 2. Average time measurements for all participants

4.4 Research Questions Revisited

In order to answer RQ1, we report on the linearity metrics we introduced in
the previous Section. We notice that the measures Vertical Next Text, Vertical
Later Text, and Horizontal Later Text are all higher for NT compared to SC.
These are all linearity measures indicating that NT is read more linearly than
SC. The regression measures deal with non-linear reading. The line regression
rates were higher in NT than SC i.e., participants went back to read a line
more often in NT than SC. We ran the Wilcoxon paired test within novices and
within non-novices to see if the above measures were significantly different in
these groups. Table 1 shows the results of the Wilcoxon test. We see that the
measures Vertical Next Text, Vertical Later Text, and Horizontal Later Text
and Line Regression Rate are all significantly different between NT and SC for

Table 1. Wilcoxon signed ranked test for NT vs. SC for non-novices and novices

Linearity measure Sum of positive signed ranks Non-novices Novices

p p

Vertical next text 253 0.001* <0.001*

Vertical later text 253 0.001* <0.001*

Horizontal later text 253 0.001* <0.001*

Regression rate 136 0.01* 0.775

Line regression rate 246 0.002* <0.001*
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non-novices. The Regression Rate which involves regressions of any length is not
significant in the novices groups but is significant in the non-novices group. This
means that there are significant more line regressions in SC vs. NT reading in
the non-novices group.

In order to answer RQ2, we ran the Mann-Whitney test on all participants.
We did not find any major differences between the novice group and the non-
novice group. These results are shown in Table 2. This could be due to the fact
that our non-novices were still students and not what could be considered an
expert in the programming industry. This leaves room to expand on this research
with expert programmers compared to novices and non-novices. In contrast,
Busjahn et al. found significant differences in these linearity measures (except
line regression rate) for novices vs. experts in their study.

Table 2. Mann Whitney results for novices vs non-novices over all tasks

Linearity measure U p

Vertical next text 546 0.406

Vertical later text 539 0.461

Horizontal later text 536 0.487

Regression rate 540 0.453

Line regression rate 487 0.973

4.5 Story Order Among Novices

We now discuss the alignment of NT and SC to Story Order among novices and
show the results of the Needleman-Wunch (N-W algorithm) in Table 3. Story
order is basically reading the stimulus one line at a time from top to bottom
(typically the way we read natural language text). The N-W algorithm is used
as a string matching algorithm to determine story order. It has also been used
by Cristino et al. [17] in earlier work on eye movement research. We also use
it in order to compare our work with Busjahn et al. [1]. The algorithm gives a
similarity score where a high score indicates that two sequences are close to each
other. The difference between näıve and dynamic scores is whether repetitions
through the code are counted. So if we care about how many times the person

Table 3. Needleman-Wunch results comparing the story order for NT and SC for
novices

Story order NT SC p

Näıve N-W score −8.27 −21.16 <0.001

Dynamic N-W score 18.71 −4.06 <0.001

Repetitions 3.42 2.6 <0.001
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read through the code, we keep repeating the string matching with the story
order and the eye gaze movements to get a dynamic score, exactly the same as
done in [1].

These scores are not close to one another. This means that even novices do
not start with an approach that is very top down and left to right (contrary
to what Busjahn [1] found for novices). The results indicate that both natural
language text and source code were both read multiple times. The NT was read
3.42 times compared to SC which was read 2.6 times. The more read-throughs
the higher the N-W alignment score. We found a significant difference between
NT and SCs story order for novices. In comparison to the Busjahn study, the NT
was read 6.35 times compared to the SC which was read 3.89 times. Busjahn did
not find a significant difference between NT and SC which indicates that their
novices start out with a primarily linear approach to code reading. We found a
clear differences in our novice group as shown by the numbers in Table 3. We
leave the same comparison of story order and eventually execution order (how
the program is actually executed) for the novices and non-novices group as part
of our future work.

4.6 Post Questionnaire Results

After all tasks were complete, each participant was asked if they felt that the
given time that it took to go through the tasks was enough. All agreed that they
had enough time. Within the group of participants, the difficulty ranking varied.
10% found it to be very easy, 34% easy, 41% average, and 16% found it difficult.
The main difficulty that seven participants reported was trying to remember the
given stimuli when presented with the comprehension question after the fact.

4.7 Threats to Validity

To account for different control structures in source code as well as different word
lengths in natural language text, we used three NT passages and seven source
code passages. The fact that we did not find any differences between novices and
non-novices indicates that they are possibly at the same level in reading skills.
In order to find differences in linearity, it might be necessary to study expert
programmers in industry who program on a daily basis and have been working
in industry for more than 10 years. One major threat to validity is the skewness
that occurs in eye tracking data. The linearity metrics are directly dependent on
how accurately the fixations are mapped to words or source code elements. We
did not manually correct skewness for this study. We did however make sure our
calibrations were done well and since our study didn’t last more than 20 min,
the drift was minimal. We also discarded all trials with less than 60% mapping
on source code elements and found the same significant results. This indicates
that we might find even more strength and effect in our findings if all the data
was manually corrected. Also, on examining the scan paths, we found that most
of them were close to the word that they were looking at. We strongly believe
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that after correction, we should see even stronger significance. We have left this
as an immediate future exercise.

5 Conclusions and Future Work

The paper presents a study that characterized linearity in eye movements
between natural language text and source code in C++. This study replicates an
earlier study by Busjahn et al. [1] that looked at Java code. Similar to Busjahn,
our results show that both non-novices and novices read source code significantly
different than natural language text, while most natural text is read left to right,
top to bottom with few regressions, source code is read in a less linear manner
with more regressions. Unlike Busjahn our study did not find any significant
differences between novices and non-novices. As these findings are different, it
calls for more studies to be conducted. It is very likely that this difference was
not visible in our study since our non-novices was not comparable to experts
from industry used in the Busjahn study.

As part of future work, we are currently conducting a second phase of this
study with the same group of students. The purpose is to determine if the eye
movements differ at the end of the semester indicating if any learning occurred.
The second phase of the study is being conducted during the last week of the
semester. We are also taking a look at fixations and durations on specific areas
(beacons) in the code provided and want to determine if the difficulty of a task
makes a difference on how both novices and experts read the code. Beacons are
places in the code that non-novices tend to focus on as one chunk of data. More
studies and replications need to be done to add to the body of knowledge and
thereby advance the state of the art of eye movement research in programming.
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