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Abstract. For ensuring the displaying effects of Web applications, it is 
important to perform compatibility testing for browsers under the different 
configurations and it is a hard task to test all. So this paper focused on the 
improvements for browser compatibility testing. Firstly, we introduced the 
related work. Then we analysed the functional speciality of the current popular 
browsers, and provided the preconditions to simplify problems. Next we gave 
an instance and brought forward the single factor covering method and the 
pair-wise covering design to gain testing suits. Finally, we introduced the 
assistant tools we have developed and the future work. 

1  Introduction 

In recently years, Web applications are attracting more and more users with their 
important characters of universality, interchangeability and usability [11]. Browser 
compatibility testing is needed to guarantee the displaying functions of Applets, 
ActiveX Controls, JavaScript, CSS, HTML, etc in all kinds of system configurations. 
This job is quite fussy, so we demand some test cases to cover the huge combinations.  

At present, people start researching web testing and propose some elementary 
methods [3,4,6,7,8]. This paper focuses on how to improve browser compatibility 
testing. Section 2 presents the related work. Section 3 provides two methods to obtain 
the suits of test cases. Section 4 is concerned with the tools and the conclusions.  

2  Related Work 

At present, the browser is constitutive of HTML Render, Java VM, JavaScript, Plug-in 
Handler, etc. Browsers take charge of parsing and showing the Web page elements. By 
now, there are many types of browsers, such as NN, IE, AOL, etc. Each type of browser  
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has different versions, and they can be applied on the platforms of Windows, Macintosh, 
UNIX, Linux, etc. Different browsers may have different functions, parsing results and 
fault-tolerances; different type of computers may have different font types and sizes. So it 
is urgent to test the displaying of applications in different browser environments.  

Presently, the combinatorial testing is used in many software-testing fields, and the 
research focuses on the generation of test cases. David M. Cohen put forward a 
heuristic generating method based on pair-wise coverage [1,5]. Y. Lei proposed a 
gradually expanding generation method for pair-wise covering test cases based on 
parameter sequence [10]. Noritaka Kobayashi brought forward a kind of algebra 
method to generate cases, which was better than heuristic method [9]. Our study 
emphasizes on how to use these methods to the Web compatibility testing.  

3  The Methods for Browser Compatibility Testing 

3.1  Preliminary Methods 

Firstly, it is needed to make clear of the related configuration requirements. Next, we 
should confirm that all the relative equipments are useable. Further more, we should 
find out the popular equipments and compress the kinds into a controlled range. Then, 
we can generate test cases based on different algorithms and execute the compatibility 
testing. Suppose we need to test n kinds of equipments after the pre-process, named 

nddd ,...,, 21 , and 1d has 1a  values, …, nd has na values. It needs 
ni

iam
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=
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cases to cover all the values of every parameter at least, 
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cover all the pair-wise combinations of every parameter at least… and so on. With the 
increase of parameters, the number of test cases increases quickly. 

The relationships between the Web page elements and the relative parsing 
equipments are direct, thus they have little interacting influences among themselves. 
So pair-wise coverage is enough, and sometimes the single factor coverage is suitable. 

3.2  Browser Compatibility Testing Based on Single Factor Coverage 

Now we give an example of compatibility testing under the popular configurations. 
Supposing the software under testing (SUT) is a network game, we only consider five 
equipments for simplify, and 1d =video, 2d =audio, 3d =printer, 4d =browser, and 

5d =operating system, 254321 ===== aaaaa , shown in Table 1.  

Table 1. The Equipments Types for Web Compatibility Testing 

Video Audio Printer Browser Operating System 
A1 B1 C1 D1 E1 
A2 B2 C2 D2 E2 
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If we consider all the possible combinations, we need 32 test cases (25= 32). The 
single factor covering method changes the value of one factor once a time and keeps 
the typical values of other factors. In our example, we designate the typical values of 
all the equipments, and when one changes its value, others keep their typical values. 
Through this method, we obtain the testing suits as follows: 

(1) A1, B1, C1, D1, E1    (4) A1, B1, C2, D1, E1 
(2) A2, B1, C1, D1, E1   (5) A1, B1, C1, D2, E1 
(3) A1, B2, C1, D1, E1  (6) A1, B1, C1, D1, E2 

As a result, we gain the six test cases to replace the thirty-two ones. In the view of 
combinatorics, there are five parameters in the SUT and each parameter has two 

values, then the number of arbitrary two parameters is 40 ( 40222
5 =×C ), while this 

method only cover 10 ( 10211
5 =×C ). This method is easy to accomplish and suits for 

the situation that every factor does not interfere with others, but when the SUT has 
many factors and each factor has many values, this method is not practical.  

3.3  Browser Compatibility Testing Based on Pair-Wise Coverage  

In order to make sure the possible influences between the arbitrary two factors, we 
should have the testing based on pair-wise coverage.  

Definition 1 Suppose A= mnjia ×)( , . The j-th column represents the j-th parameter, 

and the elements of the j-th column are from the finite symbol set jT (j=1, 2,…, m), 

i.e. niTa jij ,...,2,1, =∈ . If the arbitrary two columns of A satisfy these conditions: the 

total symbol combination of iT and jT are occurred in the pair-wise which consists of 

the i-th and j-th columns, we call A the pair-wise covering table.  
The row number, n, of matrix A is the number of test cases. If the number is the 

least positive integer to ensure the conditions, we call A the least pair-wise covering 
table, and each row of A is a test case [2,12]. Now we give the testing suits based on 
pair-wise covering table: 

(1) A1, B1, C1, D2, E1    (4) A2, B1, C2, D1, E2 
(2) A1, B1, C2, D1, E2   (5) A2, B2, C1, D2, E2 
(3) A1, B2, C1, D1, E1  (6) A2, B2, C2, D2, E1 

The above six test cases cover all the pair-wise covering situations, so it has better 
quality than the former six cases which are based on single factor coverage. 

3.4  Testing Steps 

After generating the test cases, we can perform the browser compatibility testing. 
Firstly, select the related equipments and prepare for the testing. Next, build a matrix 
for testing information, in which, each row represents one kind of configuration, each 
column for one displaying page element. Then work in the respective configure 
environment. We should check the showing functions and impressions of every Web 
page element in detail, compared with the specifications. Finally, after obtaining the 
full matrix, we can analyse the testing status and draw some conclusions such as 
wanting parsers, hardware conflicts, element’s functional errors, etc. 



A Browser Compatibility Testing Method Based on Combinatorial Testing   313 

 

4  Conclusion Remarks 

Presently, there are multiple kinds of assistant tools for Web browser compatibility 
testing in practice. They take effective actions in reducing the testing tasks and 
improving efficiency. But due to the limitation of the algorithms, these tools only fit 
for some special cases and do not have general properties. 

We have done much research in the test cases generation and selection. Our 
algorithms concluded the idea of single factor coverage, pair-wise coverage, 
orthogonal array experimental design, uniformity design, etc, and we made progress 
in the construction of coverage tables. At present, we have developed the related 
testing assistant tools based on the above algorithms. As a consequence of these 
research, we can obtain the most appropriate algorithms and test cases in different 
situations when we testing a system with multi-factor and multi-level. 

The work of browser compatibility testing is very burdensome. In most cases, it is 
impossible to cover all the possible combinations during software testing. In this 
study, we analysed the characters of Web applications and the function speciality of 
current popular browsers, and simplified the problems greatly. Then we provided two 
methods, i.e. single factor coverage and pair-wise coverage to obtain the suits of 
compatibility test cases. At last, we presented the assistant tools we developed for the 
test cases generation. Future work includes algorithm optimisation and generalisation.  
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