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Abstract. The development of embedded software has the tendency towards 
higher levels of abstraction. This development paradigm shift makes the 
synthesis of embedded software a key issue in the development of embedded 
software. In this paper, we present a new method of generating real-time tasks, 
which uses Component Sequence Diagram to organize tasks and assign their 
priorities. Moreover, we use simulated annealing algorithm to explore design 
space and iterate the process of task generation until an optimization 
implementation is obtained. Experimental evaluation shows this method can 
yield correct implementation and has better time performance. 

1   Introduction 

Synthesis of embedded software refers to the process from function specification to 
code implementation on a specific platform. It is a key problem in the design of 
embedded system. Non-functional requirements are implemented in task generation 
phase when synthesizing embedded software. Current research works often ignore or 
deal with non-functional properties roughly [3, 5]. In this paper, we focus our 
attention on the problem of task generation on single processor and propose a novel 
task generation method. Gu et al. [6] proposed a method of synthesizing real-time 
implementation from component-based software models. Our work is an extension of 
the work of Gu et al., which combines simulated annealing (SA) algorithm with 
Component Sequence Diagram (CSD). We use SA to explore design space and CSD 
to organize tasks, to assign their priorities, and to prune the search space of simulated 
annealing algorithm. The process of task generation is iterated until an optimization 
implementation is obtained. 

The rest of this paper is organized as follows. Section 2 presents the computational 
model. Section 3 describes the process of task generation. Section 4 gives the 
experimental results and the conclusions of this paper. 

2   Computational Model 

The software model before task generation is called the structural model, and the 
software model after task generation is called the runtime model. 
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Structural Model. We use the structural model proposed in [1]. A transaction is 
defined as a series of related components’ actions triggered by an event. An example 
of structural model is shown in Fig. 1. 
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Fig. 1. Structural model consisting of three transactions 

Runtime Model. The runtime model is based on task sequences. It is a sequence of 
related tasks communicating with each other through events. 

3   The Implementation of Task Generation 

The problem of assigning priorities to tasks for obtaining a schedulable system is an 
NP-hard problem [7]. Similarly, the problem of task generation is an NP-hard 
problem, too. It usually resorts to heuristic algorithms. Unfortunately, heuristic 
algorithms would result in high computation overhead because of large search space. 
Here we use a diagram, CSD, to describe assignment sequence of components. It has 
no scale and only denotes the constraints of time sequence (CTS). Since the 
assignment of components on CSD denotes a kind of execution orders of components 
according to the constraints of time sequence, we can organize components into tasks 
and assign their priorities according to their places on CSD. The process of task 
generation is shown in Fig. 2. It includes two phases: initialization and task 
generation. Task generation is performed iteratively until an acceptable Critical 
Scaling Factor (CSF) [2] is obtained or no schedulable task set can be found. 

Component
Order

Adjustment
Initialization

Priority
Mapping

CSF
Check

End

F

T

F: false   T: true

F

T

Task Generation

Transation
Set

 

Fig. 2. The process of task generation 

3.1   Initialization 

The purpose of initialization is to abstract the constraints of time sequence between 
components and to obtain a feasible component arrangement scheme that accords with 
their CTS. It includes three steps: First, generate the transaction set. Only the 
transactions within the least common multiple (LCM) of all periods of transactions in 
the structural model need to be generated. We introduce the notion of virtual 
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transaction. A transaction with the period less than LCM is divided into multiple virtual 
transactions. Second, abstract the constraints in transactions and virtual transactions. 
Third, assign all the components of transactions and virtual transactions obtained in the 
first step on CSD, while satisfying the constraints obtained in the second step. 

3.2   Task Generation 

The purpose of task generation is to find a task set with acceptable CSF. It includes 
three steps: First, adjust component order to search for all feasible assignment 
schemes of components in the search space of SA. Second, merge the components 
that belong to the same transaction and are adjacent into a task and assign their 
priorities. Third, check Whether CSF is acceptable. The worst-case local response 
time of a task can be obtained using the formula presented in [4]. A task sequence’s 
worst-case local response time (WCRT) is the sum of the worst-case local response 
time of all its tasks. After all task sequence’s WCRT is computed, we can obtain the 
CSF of a system according to the deadlines of all task sequences. 

The complete process of task generation is shown in Algorithm TG. 

Algorithm TG (TS) 
/* TS is the set of transactions. TE is the temperature 

of SA. E and E1 are the energy of components assignment on 
CSD. CSFexp is the expected CSF. Tmin is the threshold of 
temperature of SA */ 

TE = 10*max{ / | }
iTr ik iD C Tr RM∈∑ ; 

Initialize components assignment on CSD; 
E = 0; CSF = CSFold = 0; 
Priority mapping; 
Calculate CSF of the task set; 
E1 = -CSF; 
do { 

Select two components Ci and Cj randomly on CSD; 
if (Ci and Cj are exchangeable) 

Exchange their positions on CSD; 
else 
    continue; 

Priority mapping; 
Calculate CSF of the task set; 
if (E < E1)  

E1 = E; 
else { 

if (
1( ) / 0.5E E TEe − < )  

E = E1; 
else 

Return to the components assignment 
before exchanging; 

        } 
if (CSF > CSFold ) TE = TE*0.95; 

} while (CSF < CSFexp and T > Tmin) 
if (T <= Tmin) return false; 
return true; 
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4   Experiments and Conclusions 

In order to evaluate the effect of our algorithm, we compared our method, named 
SA+CSD, with the method only using SA. The results are shown in Fig. 3. 

 

Fig. 3. The result of experiments 

In this paper, we present a new method of task generation. It uses CSD to generate 
tasks and assign their priorities. By using of CTS, the speed of task generation is 
improved greatly. Our future work will focus on the influence of other resource 
constraints, such as memory, energy, on task generation. 
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